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1. Библиотека языка С и ввод-вывод.

Всякий раз, когда нам нужно использовать такие функции, как printf(), getchar() и strlen(), мы обращаемся в библиотеку языка Си. Она содержит множество функций и макроопределений. Библиотеки меняются от системы к системе, но есть ядро функций (называемое стандартной библиотекой), которое используется чаше всего. Здесь мы рассмотрим пятнадцать наиболее общих из этих функций, уделяя больше внимания функциям ввода-вывода и использованию файлов.

Однако сначала давайте поговорим о том, как пользоваться библиотекой.

## Стандартные библиотеки С и C++.

Некоторые действия постоянно выполняются во многих программах и программируются практически всеми разработчиками. Для примера можно взять операцию извлечения квадратного корня. В математических функциях для извлечения квадратного корня используются комбинации основных арифметических операций: сложения, вычитания, умножения и деления.

Каждому программисту бессмысленно создавать собственную процедуру для вычисления корня и затем встраивать ее в программу. Подобные проблемы решены в С и C++ при помощи библиотек функций для выполнения подобных вычислений. Имея библиотеку, достаточно написать один оператор с вызовом нужной функции.

В этом разделе рассматриваются функции, обычно поставляемые с компилятором С и C++. Чаще всего эти функции существуют не в виде исходного текста, а в скомпилированном виде. При выполнении компоновки для получения законченной программы код библиотечных функций объединяется с откомпилированным кодом, написанным программистом.

Библиотечные функции выполняют не только математические действия, но и другие, часто встречающиеся операции. Например, имеются библиотечные функции для чтения и записи файлов на дисках, управления памятью, ввода/вывода и множества других операций. Библиотеки не являются частью стандартного С или C++, но практически каждая система проектирования предлагает определенные библиотечные функции.

Большинство библиотечных функций написаны так, что они используют информацию, содержащуюся в определенных файлах, поставляемых с системой. Следовательно, при использовании библиотек эти файлы должны быть включены в программу и обрабатываться компилятором Visual C/C++. Обычно подобные файлы имеют расширение .h и называются заголовочными файлами. В табл. 6.7 перечислены заголовочные файлы, поставляемые с Microsoft Visual C/C++.

Таблица 6.7. Заголовочные файлы Microsoft Visual C/C++

|  |  |
| --- | --- |
| **Название заголовочного файла** | **Описание** |
| assert.h | Макрос отладчика assert |
| bios.h | Сервисные функции BIOS |
| cderr.h | Коды ошибок окон диалога |
| colordlg.h | Идентификационные (ID) номера цветов управляющих элементов окон диалога |
| commdlg.h | Функции, типы и описания окон диалога |
| conio.h | Функции консоли и портов ввода/вывода |
| cpl.h | Описание панели управления и DLL |
| ctype.h | Классификация символов |
| custcntl.h | Библиотека пользовательских элементов управления |
| dde.h | Динамический обмен данными |
| ddeml.h | Интерфейс прикладного программирования DDEML |
| direct.h | Управление каталогами |
| dlgs.h | Идентификационные номера элементов окон диалога |
| dos.h | Интерфейс MS-DOS |
| drivinit.h | Устаревший — используйте print.h |
| errno.h | Описания переменной errno (код ошибки) |
| excpt.h | Структурированная обработка исключительных ситуаций |
| fcntl.h | Флаги, используемые в \_open и \_sopen |
| float.h | Константы, используемые автоматическими функциями |
| fpieee.h | Обработка исключительных ситуаций для чисел с плавающей точкой в стандарте IEEE |
| fstream.h | Функции для классов filebuf и fstream |
| graph.h | Низкоуровневая графика и шрифты |
| io.h | Управление файлами и низкоуровневый ввод/вывод |
| iomanip.h | Параметрические манипуляторы для iostream |
| ios.h | Функции для класса ios |
| iostream.h | Функции для классов iostream |
| istream.h | Функции для класса istream |
| limits.h | Диапазоны целых чисел и символов |
| locale.h | Функции локализации |
| lzdos.h | Устаревший — заменен при помощи #define lib на #include<lzexpand.h> |
| lzexpand.h | Интерфейс Public для lzexpand.dll |
| malloc.h | Функции выделения памяти |
| math.h | Математические функции для чисел с плавающей точкой |
| memory.h | Функции работы с буферами |
| mmsystem.h | Интерфейс прикладного программирования для мультимедиа |
| new.h | Функции выделения памяти С++ |
| ntimage.h | Структуры изображений |
| ntsdexts.h | Расширения отладчика NTSD и KD |
| ole.h | Функции, типы и описания OLE |
| ostream.h | Функции для класса ostream |
| penwin.h | Функции, типы и описания для оконных перьев |
| penwoem.h | Интерфейсы API для распознавания оконных перьев |
| pgchart.h | Презентационная графика |
| print.h | Функции печати, типы и описания |
| process.h | Управление процессами |
| rpc.h | Приложения RPC (Remote Procedure Call — вызов удаленных процедур) |
| rpcdce.h | Интерфейсы API для выполнения RPC в среде распределенных вычислений (DCE) |
| rpcdcep.h | Интерфейсы API для выполнения частных (private) RPC |
| rpcndr.h | Преобразование чисел с плавающей точкой и чисел двойной длины для RPC |
| rpcnsi.h | Данные интерфейса API, независимого от службы имен |
| rpcnsip.h | Описания типов и функций для средств автоматической настройки при выполнении RPC |
| rpcnterr.h | Коды ошибок компилятора и выполнения RPC |
| scmsave.h | Директивы define и описания хранителей экрана Windows 3.1 |
| search.h | Функции поиска и сортировки |
| setjmp.h | Функции setjmp и longjmp |
| share.h | Флаги, используемые в \_sopen |
| shellapi.h | Функции, типы и описания для shell.dll |
| signal.h | Константы, используемые функцией signal |
| stdarg.h | Макросы для функций со списком аргументов переменной длины |
| stddef.h | Общие типы данных и значения |
| stdio.h | Стандартный ввод/вывод |
| stdiostr.h | Функции для классов stdiostream и stdiobuf |
| stdlib.h | Общие библиотечные функции |
| streamb.h | Функции для класса streambuf |
| stress.h | Функции ударения |
| string.h | Обработка строк |
| strstrea.h | Функции для классов strstream и strstreambuf |
| tchar.h | Общие интернациональные функции |
| time.h | Функции времени |
| toolhelp.h | Функции, типы и описания для toolhelp.dll |
| varargs.h | Функции списка аргументов переменной длины |
| ver.h | Функции, типы и описания для управлениями версиями |
| vmemory.h | Виртуальная память |
| wchar.h | Широкие символы |
| wfext.h | Расширения для Диспетчера Файлов Windows |
| winbase.h | Базовые 32-разрядные Windows интерфейсы API |
| wincon.h | Подсистема консоли NT |
| windef.h | Базовые типы окон |
| windows.h | Функции, типы и описания Windows |
| windowsx.h | Макросы интерфейсов API |
| winerror.h | Коды ошибок для интерфейсов API win32 |
| wingdi.h | Данные компоненты интерфейса графического устройства GDI |
| winioctl.h | Коды управления вводом/выводом для 32-разрядных устройств Windows |
| winmem32.h | Прототипы и общие определения для winmem32.dll |
| winmm.h | Приложения мультимедиа |
| winnetwk.h | Стандартный заголовочный файл winnet для nt-win32 |
| winnls.h | Процедуры, константы и макросы для компоненты NLS (National Language Support — поддержка национальных языков) |
| winnt.h | 32-разрядные типы и константы Windows |
| winperf.h | Данные для утилиты Performance Monitor |
| winreg.h | Данные интерфейса API 32-разрядных регистров Windows |
| winsock.h | Используется для winsock.dll |
| winspool.h | API-интерфейсы печати |
| winsvc.h | Диспетчер служб |
| winuser.h | Процедуры, константы и макросы для пользовательских компонентов |
| winver.h | Для использования с ver.dll |
| sys/locking.h | Установка флагов функций |
| sys/stat.h | Статус файлов |
| sys/timeb.h | Функция времени |
| sys/types.h | Типы статусов файла и времени |
| sys/utime.h | Функция времени выполнения |

В общем, различные библиотечные функции требуют разных заголовочных файлов. Заголовочные файлы, необходимые для некоторой функции, перечислены в ее описании. Например: для функции sqrt() необходимы объявления, находящиеся в заголовочном файле math.h. Все библиотечные функции и связанные с ними заголовочные файлы описаны в справочнике Microsoft Visual C/C++ Run-Time Library Reference.

Далее приведен краткий список библиотек компилятора Visual C/C++, объединенных в функциональные группы:

* Функции классифицирующие
* Функции преобразования типов
* Функции управления каталогами
* Функции диагностики
* Функции графики
* Функции ввода/вывода
* Функции интерфейсов (DOS, 8086, BIOS)
* Функции манипулирования с данными
* Функции математические
* Функции выделения памяти
* Функции управления процессами
* Функции стандартные
* Функции отображения текстовых окон
* Функции времени и дат

Посмотрите в вашем справочном руководстве детальное описание отдельных функций, имеющихся в каждой библиотеке. После чтения этой главы вы должны разбираться в основных типах данных и операциях языка С.

## Доступ в библиотеку языка Си.

Получение доступа к библиотеке зависит от системы, поэтому вам нужно посмотреть в своей системе, как применять наиболее распространенные операторы. Во-первых, есть несколько различных мест расположения библиотечных функций. Например, getchar() обычно задают как макроопределение в файле stdio.h, в то время как strlen() обычно хранится в библиотечном файле. Во-вторых, различные системы имеют разные способы доступа к этим функциям. Вот три из них.

### Автоматический доступ.

Во многих больших системах UNIX вы только компилируете программы, а доступ к более общим библиотечным функциям выполняется автоматически.

### Включение файла.

Если функция задана как макроопределение, то можно директивой #include включить файл, содержащий ее определение. Часто подобные функции могут быть собраны в соответствующим образом названный заголовочный файл. Например, некоторые системы имеют файл ctype.h, содержащий макроопределения, задающие тип символа: прописная буква, цифра и т. д.

### Включение библиотеки.

На некотором этапе компиляции или загрузки программы вы можете выбрать библиотеку. В нашей системе, например, есть файл lc.lib, содержащий скомпилированную версию библиотечных функций, и мы предлагаем редактору связей IBM PC использовать эту библиотеку. Даже система, которая автоматически контролирует свою стандартную библиотеку, может иметь другие библиотеки редко применяемых функций, и эти библиотеки следует запрашивать явно, указывая соответствующий признак во время компиляции.

Очевидно, мы не сможем рассмотреть все особенности всех систем, но эти три примера должны показать, что вас ожидает. Теперь мы готовы к рассмотрению некоторых функций.

Добавим функции открытия и закрытия файлов, связи с файлами, проверки и преобразования символов, преобразования строк, функцию выхода и функции распределения памяти.

## Потоковый ввод-вывод.

Многие широко используемые языки высокого уровня имеют механизмы ввода/вывода, позволяющие создавать нетривиальные алгоритмы для получения и отображения сложных структур данных. Это не относится к языку С, в котором имеется весьма развитая библиотека функций ввода/вывода, хотя, исторически, ввод/вывод никогда не являлся частью самого языка С. Если вы пользуетесь только простыми операторами ввода/вывода, подобными операторам Паскаля readln и writeln, то такая ситуация может вас удивить. Здесь описываются более 20 различных способов организации ввода/вывода в С.

Библиотека стандартных функций ввода/вывода С позволяет считывать данные и записывать их в файлы и устройства. Однако в самом языке С отсутствуют какие-либо предопределенные файловые структуры. В С все данные обрабатываются как последовательность байт. Имеется три основных типа функций ввода/вывода: потоковые, работающие с консолью и портами, низкоуровневые.

В потоковых функциях ввода/вывода файлы или объекты данных рассматриваются как поток отдельных символов. Выбирая соответствующую потоковую функцию, вы можете обрабатывать данные любого необходимого размера или формата, начиная от отдельных символов и заканчивая большими, сложными структурами данных.

На техническом уровне, когда программа открывает файл для ввода/вывода при помощи потоковых функций, открытый файл связывается с некоторой структурой типа FILE (предопределенной в stdio.h), содержащей базовую информацию об этом файле. После открытия потока возвращается указатель на файловую структуру. Указатель файла, иногда называемый указателем потока или потоком, используется для ссылки к файлу при всех последующих операциях ввода/вывода.

Все потоковые функции ввода/вывода обеспечивают буферизированный, форматированный или неформатированный ввод и вывод. Буферизированный поток обеспечивает место для промежуточного хранения всей информации, вводимой из потока или записываемой в поток.

Поскольку дисковый ввод/вывод занимает довольно много времени, буферизация потока разгружает приложение. Вместо того чтобы вводить данные из потока по одному символу или по одному элементу данных, потоковые функции ввода/вывода получают данные поблочно. Когда приложению необходимо обработать введенную информацию, оно просто обращается к буферу, что гораздо быстрее. Когда буфер становится пустым, выполняется считывание с диска другого блока.

Во многих языках высокого уровня существует одна проблема с буферизированным вводом/выводом, которую нужно принимать во внимание. Например: если ваша программа выполнила несколько операторов вывода, которые не заполнили буфер вывода, и запись на диск не произошла, то по завершении программы эта информация будет потеряна. Для решения этой проблемы обычно выполняется вызов соответствующей функции для очистки буфера. В отличие от других языков высокого уровня, в языке С данная проблема с буферизированным вводом/выводом решается путем автоматической очистки содержимого буфера по завершении программы. Конечно, хорошо написанное приложение не должно рассчитывать на эти автоматические действия; все действия программы должны описываться в явном виде. Дополнительное замечание: если вы используете потоковый ввод/вывод и приложение заканчивается с аварийным остановом, то буферы вывода могут оказаться неочищенными, что приведет к потере данных.

Аналогичным образом выглядят процедуры, работающие с консолью и портами; их можно рассматривать как расширенные потоковые функции. Они позволяют читать и писать на терминал (консоль) или в порт ввода/вывода (например, в порт принтера). Функции портов ввода/вывода выполняют простое побайтное считывание и запись. Функции ввода/вывода на консоль обеспечивают несколько дополнительных возможностей. Например, можно определить: введен ли с консоли символ или имеют ли вводимые символы эхо-отображение на экране. Последним типом ввода и вывода является низкоуровневый. Функции низкоуровнего ввода/вывода не выполняют никакой буферизации и форматирования; они непосредственно обращаются к средствам ввода и вывода операционной системы. Эти функции позволяют обращаться к файлам и периферийным устройствам на более низком уровне, чем это делают потоковые функции. При открытии файла на этом уровне возвращается описатель файла (file handle), представляющий собой целое число, использующееся затем для обращения к этому файлу при последующих операциях. В общем случае не рекомендуется смешивать функции потокового ввода/вывода с низкоуровневыми. Поскольку потоковые функции являются буферизированными, а низкоуровневые — нет, при обращении к файлу или устройству при помощи двух разных способов возможны рассогласование или даже потеря данных в буферах. Поэтому для каждого конкретного файла необходимо использовать либо потоковые, либо низкоуровневые функции. В табл. 17.1 перечислены наиболее часто используемые в С функции потокового ввода/вывода.

Таблица 17.1. Функции С потокового ввода и вывода

|  |  |
| --- | --- |
| **Функция** | **Описание** |
| clearer() | Сбрасывает индикатор ошибок потока и устанавливает в ноль индикатор конца файла (end-of-file) |
| fclose() | Закрывает поток |
| fcloseall() | Закрывает все потоки |
| fdopen() | Открывает поток, используя его описатель (handle), полученный при помощи creat, dup, dup2 или open |
| feof() | Проверяет поток на признак конца файла |
| ferror() | Проверяет поток на признак конца файла |
| fflush() | Проверяет поток на признак конца файла |
| fgetc() | Считывает символ из потока |
| fgetchar() | Считывает символ из потока stdin |
| fgetpos() | Возвращает текущий указатель файла |
| fgets() | Возвращает строку из потока |
| filelength() | Возвращает размер потока в байтах |
| fileno() | Возвращает описатель файла, связанного с потоком |
| flushall() | Очищает буферы всех потоков |
| fopen() | Открывает поток |
| fprintf() | Выполняет форматированную запись в поток |
| fputc() | Записывает символ в поток |
| fputchar() | Записывает символ в stdout |
| fputs() | Записывает строку в поток |
| fread() | Считывает неформатированные данные из потока |
| freopen() | Переназначает указатель потока |
| fscanf() | Считывает форматированные данные из потока |
| fseek() | Позиционирует указатель файла в указанную позицию |
| fsetpos() | Позиционирует указатель файла потока |
| fstat() | Возвращает информацию об открытом файле |
| ftell() | Возвращает положение текущего указателя файла |
| fwrite() | Записывает неформатированные данные в поток |
| getc() | Этот макрос считывает символ из потока |
| getchar() | Этот макрос считывает символ из stdin |
| gets() | Возвращает строку из stdin |
| getw () | Считывает целое число из потока |
| perror() | Выдает системную ошибку на stderr |
| printf() | Записывает форматированные данные в stdout |
| putc() | Этот макрос записывает символ в поток |
| putchar() | Этот макрос записывает символ в stdout |
| puts() | Записывает строку в stdout |
| putw() | Записывает целое число в поток |
| remove() | Удаляет файл |
| rename() | Переименует файл |
| rewind() | Позиционирует указатель файла на начало потока |
| scanf() | Сканирует и вводит форматированные данные из stdln |
| setbuf() | Отменяет автоматическую буферизацию, позволяя приложению определить собственный буфер для потока |
| setvbuf() | То же самое, что и setbuf(); позволяет также определить размер буфера |
| sprintf() | Записывает форматированные данные в строку |
| sscanf() | Сканирует и вводит форматированные данные из строки |
| tmpnam() | Создает в заданном подкаталоге файл с уникальным именем |
| ungetch() | Засылает символ в буфер клавиатуры |
| vfprintf() | Записывает форматированные данные в поток, используя указатель на форматирующую строку |
| vfscanf() | Сканирует и форматирует ввод из потока, используя указатель на форматирующую строку |
| vprintf() | Записывает форматированные данные в stdout, используя указатель на форматирующую строку |
| vscanf() | Сканирует и форматирует ввод из stdin, используя указатель на форматирующую строку |
| vsprintf() | Записывает форматированные данные в строку, используя указатель на форматирующую строку |
| vsscanf() | Сканирует и форматирует ввод строки, используя указатель на форматирующую строку |

## Связь с файлами.

Часто нам бывает нужна программа получения информации от файла или размещения результатов в файле. Один способ организации связи программы с файлом заключается в использовании операций переключения < и >. Этот метод прост, но ограничен. Например, предположим, вы хотите написать диалоговую программу, которая спрашивает у вас названия книг (звучит фамильярно?), и вы намерены сохранить весь список в файле. Если вы используете переключение как, например, в

books > bklist

то ваши диалоговые приглашения также будут переключены на bklist. И тогда не только нежелательная чепуха запишется в bklist, но и пользователь будет избавлен от вопросов, на которые он, как предполагалось, должен отвечать.

К счастью, язык Си предоставляет и более мощные методы связи с файлами. Один подход заключается в использовании функции fopen(), которая открывает файл, затем применяются специальные функции ввода-вывода для чтения файла или записи в этот файл и далее используется функция fclose() для закрытия файла. Однако прежде чем исследовать эти функции, нам нужно хотя бы кратко познакомиться с сущностью файла.

## Понятие файла.

Интуитивное определение файла звучит примерно так. **Файл** -- именованная область на жестком диске. На самом деле с точки зрения ОС UNIX это совсем не так. В ОС UNIX файл -- очень удобная абстракция. С точки зрения UNIX файлом называется "что-нибудь", из чего можно считывать информацию или во что можно записывать информацию. Файлы это:

* Файлы в обычном смысле: файлы, которые хранятся на жестком диске (можно считывать из них и запиcывать в них информацию);
* Экран монитора: файл, в который можно выводить информацию (отобразится на экране монитора);
* Клавиатура: файл, из которого можно считывать информацию;
* Принтер: файл, в который можно выводить информацию (печать текста);
* Модем: файл, из которого можно считывать информацию и в который можно записывать информацию (обмен информации по сети);

**Файл** -- это всё, что предназначено для ввода или вывода информации.

С этой точки зрения файлы бывают разными: принтер может только выводить информацию, а клавиатура -- только вводить. У такого рода файлов есть много особенностей. У файла на жестком диске есть понятие конца файла. Мы можем его считывать до тех пор, пока он не кончится. Тогда как у клавиатуры нет конца.

Неправильно думать, что между сущностями "файл" и "название файла" есть взаимно однозначное соответствие.

Можно привести аналогию из жизни: если представить, что файл -- это банка с некоторым содержимым, то название файла -- это этикетка на этой банке. Логично предположить, что у банки может быть несколько этикеток.

С точки зрения UNIX:
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Правильно говорить, что у названия есть файл. И наоборот: неправильно говорить, что у файла есть название. Никакого эффективного способа узнать имя файла не существует (но можно перебрать все файлы файловой системы).

**Чтение и запись: printf и scanf**

Всем хорошо известная функция printf:

printf("Hello!") -- печать текста на экран;

printf("N = %d", N) -- форматированный вывод на экран: вывести число N в десятичной записи;

printf("N = %x", N) -- форматированный вывод на экран: вывести число N в шестнадцатеричной записи;

Аналогично парная функция scanf:

scanf("%d", &N) -- считывание с клавиатуры значения переменной N в десятичной записи;

char \*ptr = new char[10];

scanf("%s", ptr); -- считывание с клавиатуры строки в массив \*ptr

Тут могут возникать различные проблемы.

1. **Проблема безопасности:**

char \*ptr = new char[10];

scanf("%s", ptr);

Тут налицо потенциальная проблема переполнения буфера (в данном примере в буфере всего 10 байт).

Никогда не следует пользоваться scanf-ом для чтения строк.

**scanf + "%s" -- запрещенная комбинация!**

1. **Форматная строка не компилируется:** она будет разбираться в момент исполнения программы. Это обозначает проблему быстродействия. scanf -- не предназначен для чтения большого количества информации. Аналогично printf -- тоже сравнительно медленный (однако существенно быстрее, чем scanf).
2. **Проблема безопасной работы со стеком**:

printf("%d %d", N);

Проблема состоит в том, что форматная строка "%d %d" будет проанализирована в момент исполнения. В данном случае произойдет ошибка при работе со стеком: во время исполнения будет взят лишний int.

Перечисленные недостатки означают, что использование функций printf и scanf небезопасно и малоэффективно. Существенным плюсом этих функций является возможность простого форматированного ввода и вывода.

Для нас файл является частью памяти, обычно на диске, со своим именем. Мы считаем, например, stdio.h именем файла, содержащего некоторую полезную информацию. Для операционной системы файл более сложен, но это системные проблемы, а не наши. Однако мы должны знать, что означает файл для программы на языке Си. В предлагаемых для обсуждения функциях, работающих с файлами, язык Си «рассматривает» файл как структуру. Действительно, файл stdio.h содержит определение структуры файла. Вот типичный пример, взятый из IBM-версии компилятора Lattice С:

struct \_iobuf

{

char \*\_ptr; /\* текущий указатель буфера \*/

int \_cnt; /\* текущий счетчик байтов \*/

char \*\_ base; /\* базовый адрес буфера ввода-вывода\*/

char \_ flag; /\* управляющий признак \*/

char \_ file; /\* номер файла \*/

};

#define FILE struct \_iobuf /\* краткая запись \*/

Здесь мы не собираемся разбираться детально в этом определении. Главное состоит в том, что файл является структурой, и что краткое наименование шаблона файла — FILE. (Многие системы используют директиву typedef для установления этого соответствия.) Таким образом, программа, имеющая дело с файлами, будет использовать тип структуры FILE, чтобы делать так.

Имея это в виду, мы сможем лучше понять операции над файлами.

**Чтение и запись файлов: FILE\*, fopen, fprintf, fscanf**

Есть несколько способов работы с файлами c использованием языков C и C++.

Самый распространенный связан со структурой FILE (это не класс, потому что сущность языка C). Эта структура определена в заголовочном файле стандартной библиотеки <stdio.h>. Размер этой структуры и ее поля зависят от ОС и от версии компилятора. Поэтому никто не пользуется структурой FILE. Обычно пользуются указателем на эту структуру: FILE\*. Например:

FILE \*f = fopen("file1.txt", "r");

fopen -- функция из стандартной библиотеки. Первый параметр -- имя файла (в текущем каталоге). Второй параметр задает режим открытия файла; в данном случае "r" означает, что файл будет открыт только для чтения. Эта функция возвращает ненулевой указатель, если открытие прошло успешно; и возвращает NULL, если произошла ошибка. Ошибка может возникать в следующих ситуациях:

* не существует файла;
* у программы недостаточно прав доступа для работы с файлом;

Для дальнейшей корректной работы следует писать примерно такой код:

if (f == NULL) {

// файл не удалось открыть

}

else {

// Работа с файлом

}

Допустим, что нам удалось открыть файл, т.е. f != NULL. Тогда для того, чтобы считывать файл, можно использовать функцию:

fscanf(f, "%s", ptr);

Эта функция работает аналогично функции scanf. Поэтому использовать эту функцию небезопасно! Все проблемы, перечисленные для scanf-а, имеют место и при работе с fscanf-ом.

Если мы хотим записать в файл что-то, то мы должны сначала открыть его на запись:

FILE \*f = fopen("file2.html", "w");

Тут "w" означает, что мы открываем файл на запись (от write). Если файл не существовал, то он создастся и откроется на запись, а если он существовал, то он сначала будет уничтожен, а затем создан заново, и потом файл будет открыт на запись.

Еще один способ открыть файл -- это открыть его на дозапись. Это можно сделать с помощью параметра "a" (от append). Если файл не существовал, то он создастся и откроется на запись, а если он существовал, то он откроется на запись, и запись будет производится в конец файла.

Затем можно использовать функцию fprintf(f, ...)

### Текстовые и бинарные (двоичные) файлы

Язык С++ унаследовал от языка C библиотеку стандартных функций ввода-вывода. Функции ввода-вывода объявлены в заголовочном файле <stdio.h>. Операции ввода-вывода осуществляются с файлами. Файл может быть текстовым или бинарным (двоичным). Различие между ними заключается в том, что в текстовом файле последовательности символов разбиты на строки. Признаком конца строки является пара символов CR (возврат каретки) и LF (перевод строки) или, что то же самое - '\г' + '\n'. При вводе информации из текстового файла эта пара символов заменяется символом CR, при выводе, наоборот, - символ CR заменяется парой символов CR и LF. Бинарный (или двоичный) файл - это просто последовательность символов. Обычно двоичные файлы используются в том случае, если они являются источником информации, не предполагающей ее непосредственного представления человеку. При вводе и выводе информации в бинарные файлы никакого преобразования символов не производится.

**Текстовые и бинарные файлы; что меняет опция t/b**

Рассмотрим строку:

fopen(f, "file1.txt", "w");

Почему второй параметр "w" является строкой, а не символом?

На самом деле бывает много способов прочитать/записать файл. Например:

fopen("file1.txt", "wt") -- откроет файл как текстовый файл;

fopen("file1.txt", "wb") -- откроет файл как бинарный файл.

Но в чем отличие? Разница заключается лишь в том, что символы переноса строк запишутся по разному. Рассмотрим пример в UNIX и Windows.

Исходная строка кода выглядит так:

fprintf("Hello\n");

1. Откроем в Windows файл на запись с параметром "wb" (как бинарный файл). Это означает, что в него запишется в точности то, что мы передали в функции fprintf. Тогда в файл запишутся ровно 6 байт:   
     
   Hello\10
2. А теперь мы откроем в Windows файл на запись с параметром "wt" (как текстовый файл). Тогда в файл запишутся ровно 7 байт:  
     
   Hello\10\13  
     
   Тут \10\13 означает символы перевода строки в ОС Windows.
3. Откроем в UNIX файл на запись с параметром "wt" или "wb". Тогда в файл запишутся ровно 6 байт:  
     
   Hello\10  
     
   Тут \10 означает символы перевода строки в ОС UNIX.

В ОС UNIX разницы все-таки нет.

**Различие между "wt" и "wb" объясняется тем, что в разных операционных системах символы перевода строки разные. При чтении файла, т.е. при открытии файла с параметрами "rt" или "rb", проблема следующая. Если мы поставим параметр "rb", то при чтении файла символ \10 будет восприниматься как перевод строки. А если поставим параметр "rt", то при чтении файла пара символов \10\13 будет восприниматься как символ перевода строки.**

http://rsdn.org/forum/cpp/2277645.hot

**Двоичные файлы**

Двоичные и текстовые файлы — это, как говорят в Одессе, «две большие разницы». Обмен данными между программой и двоичным потоком выполняется без всякого преобразования, поэтому работает быстрее. Двоичный ввод выполняется функцией fread(), имеющей следующий прототип:

size\_t fread(void **\*buffer, size\_t size, size\_t n, FILE \*stream);**

Тип size\_t обычно определен как unsigned int. Первый параметр часто определяет массив (или указатель на динамический массив), в который будет прочитана информация; третий параметр задает размер одного элемента данных в байтах, а второй — количество читаемых элементов. Четвертый параметр определяет двоичный файл, из которого информация вводится. Общее количество считанных байтов равно size\*n. Однако возвращает функция количество корректно прочитанных элементов, а не байтов.

Вывод в двоичный файл выполняется функцией fwrite(), которая имеет совершенно аналогичный прототип:

size\_t fwrite(constvoid **\*buffer, size\_t size, size\_t n, FILE \*stream);**

Функция записывает n элементов размера size в двоичный файл stream из буфера, указатель на который задается в качестве первого аргумента. Общее количество выводимых байтов равно size\*n. Однако возвращает функция количество корректно записанных элементов, а не байтов.

В качестве элементов могут использоваться любые переменные любых типов, в том числе и динамические. Даже массив может быть одним-единственным элементом! Рассмотрим несколько простых примеров, аналогичных примерам для текстовых файлов. Создадим на диске C: каталог BinFiles и все двоичные файлы будем размещать в нем. Переделаем пример создания файла

//Создание и чтение двоичных файлов

#include<cstdio>

#include<cstdlib>

#include<ctime>

int **main()**

{ int **m[10]={0};**

**srand((**unsigned)time(NULL)); // инициализация датчика случайных чисел

**FILE \*stream;**

/\* открываем двоичный файл для записи \*/

//if((stream = fopen("c:/binfiles/number1.bin", "wb" )) == NULL)

if((stream = fopen("number1.bin", "wb" **)) == NULL)**

return **1;** // ошибка при открытии

/\* заполняем массив m числами \*/

for(int **i = 0; i < 10; i++)**

**m[i] = rand()%10;** // случайные числа от 0 до 9

// заполняем файл number1.bin элементами-числами

for(int **i = 0; i < 10; i++)**

**fwrite(&m[i], 1,** sizeof(int), stream);

**fclose(stream);** // закрываем файл

/\* открываем другой файл для записи \*/

//if((stream = fopen("c:/binfiles/number2.bin", "wb" )) == NULL)

if((stream = fopen("number2.bin", "wb" **)) == NULL)**

return **1;** // ошибка при открытии

// заполняем файл number2.bin элементом-массивом

**fwrite(m, 1,** sizeof(m), stream); // массив - один элемент

**fclose(stream);** // закрываем файл

// вывод второго двоичного файла на экран

// открываем файл для чтения

//if((stream = fopen("c:/binfiles/number2.bin", "rb" )) == NULL)

if((stream = fopen("number2.bin", "rb" **)) == NULL)**

return **1;** // ошибка при открытии

int **a = 0;** // сюда вводим

// читаем второй файл поэлементно

// правильный цикл

**printf(**"number2.bin\n");

**fread(&a, 1,** sizeof(int), stream); // предварительное чтение

while(!feof(stream)) // пока не конец файла

**{ printf(**"%d\n", a);

**fread(&a, 1,** sizeof(int), stream);

**}**

**fclose(stream);**

// открываем первый файл в режиме чтения

**printf(**"number1.bin\n");

//if((stream = fopen("c:/binfiles/number1.bin", "rb" )) == NULL)

if((stream = fopen("number1.bin", "rb" **)) == NULL)**

return **1;**

int **t[10] = {0};** // массив для чтения

// читаем первый файл как массив

**fread(t, 1,** sizeof(t), stream);

for(int **i = 0; i < 10; i++)** // выводим поэлементно

**printf(**"%d\n",t[i]);

**fclose(stream);**

char **ch = getchar();**

return **0;**

}
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## Потоковые функции.

Для того чтобы использовать потоковые функции, в программу должен быть включен файл stdio.h. В этом файле содержатся описания констант, типов и структур, используемых в потоковых функциях, а также — прототипы и макроопределения этих функций.

Многие константы, предопределенные в файле stdio.h, могут быть полезны для вашей программы. Например: EOF определяется как значение, возвращаемое функциями ввода при обнаружении конца файла; NULL определяется как указатель на null. Кроме того: FILE определяет структуру используемую для хранения информации о потоке, a BUFSIZ определяет размер по умолчанию буферов потока.

### Потоковый ввод-вывод. Стандартные потоки

Термин поток происходит из представления процесса ввода-вывода в файл в виде последовательности или потока байтов. Над потоком можно выполнять следующие операции:

* Считывание блока данных из потока в оперативную память;
* Запись блока данных из оперативной памяти в поток;
* Обновление блока данных в потоке;
* Считывание записи из потока;
* Занесение записи в поток.

Вес потоковые функции ввода-вывода обеспечивают буферизированный, форматированный или не форматированный ввод и вывод.

Когда начинается выполнение программы, автоматически открываются следующие потоки:

* stdin - стандартное устройство ввода;
* stdout - стандартное устройство вывода;
* stderr - стандартное устройство сообщений об ошибках;
* stdprn - стандартное устройство печати;
* stdaux - стандартное вспомогательное устройство.

Все они называются стандартными (или предопределенными) потоками ввода-вывода. По умолчанию стандартным устройством ввода, вывода и сообщений об ошибках является пользовательский терминал. Поток стандартного устройства печати относится к принтеру, а поток стандартного вспомогательного устройства - к вспомогательному порту компьютера. По умолчанию при открытии все стандартные потоки, за исключением потоков stderr и stdaux, буферизуются.

В современных операционных системах клавиатура и дисплей рассматриваются как файлы (притом текстовые!), поскольку с клавиатуры может считываться информация в программу, а на дисплей - выводиться. При запуске программы на выполнение ей можно переназначить стандартное устройство ввода (клавиатуру) или стандартное устройство вывода (дисплей), назначив вместо этих устройств текстовый файл. При этом говорят, что происходит переадресация ввода или, соответственно, вывода. Для переназначения ввода используется символ "<", а для переназначения вывода - символ ">". Если выполняемая программа называется example.exe, следующая строка используется для переназначения ввода с клавиатуры на файл sample.dat:

example < sample.dat

Переназначение вывода с дисплея на вывод в файл осуществляется с помощью следующей строки:

example > output.dat

Наконец, следующая строка осуществляет одновременное переназначение ввода и вывода:

example < sample.dat > output.dat

Можно также осуществить соединение выходного потока одной программы с входным потоком другой. Это называется конвейерной пересылкой. Если имеются две выполнимые программы example1 и example2, то конвейерная пересылка между ними организуется с помощью символа вертикальной черты ‘|’. Следующая строка организует конвейерную пересылку между example1 и example2:

example1 | example2

Организацию конвейерной пересылки обеспечит операционная система.

### Открытие потоков.

Перед тем, как выполнять операции ввода и вывода в файловый поток, нужно его открыть с помощью **функции fopen().** Эта функция имеет следующий прототип:

FILE \*fopen(const char \*filename, const char \*mode);

Она открывает файл с именем filename и связывает с ним поток. Функция fopen() возвращает указатель, используемый для идентификации потока в последующих операциях. Параметр mode является строкой, задающей режим, в котором открывается файл. Он может принимать значения, указанные в таблице.

**Режимы открытия файла**

|  |  |
| --- | --- |
| **Значение** | **Описание** |
| R | Файл открывается только для чтения |
| W | Файл создается для записи. Если файл с этим именем уже существует, он будет перезаписан. |
| A | Режим добавления записей (Append): файл открывается для записи в конец (начиная с EOF) или создается для записи, если он еще не существует. |
| r+ | Существующий файл открывается для обновления (считывания и записи). |
| w+ | Создается новый файл для обновления (считывания и записи). Если файл с этим именем уже существует, он будет перезаписан. |
| a+ | Файл открывается для добавления (т.е. записывания, начиная с EOF): если файл еще не существует, он создается. |

Чтобы указать, что данный файл открывается или создается как текстовый, добавьте символ t в строку режима открытия (например, rt, w+t и т.д.). Аналогичным образом, чтобы сообщить, что файл открывается или создается как бинарный, добавьте в строку режима открытия символ b (например, wb, a+b и т.д.) Функция fopen() также позволяет вставить символы t или b между буквой и символом (+) в строке режима открытия (например, строка rt+ эквивалентна строке r+t). Когда файл открывается для обновления, можно вводить и выводить данные в результирующий поток. Однако вывод не может осуществляться непосредственно после ввода, если ему не предшествует вызов функции fseek() или rewind(). В случае успеха fopen() возвращает указатель на открытый поток; в случае ошибки — указатель NULL.

Например:

FILE\* stream = fopen(“Install.dat”, “r”);

Указатель на открытый файловый поток используется во всех последующих функциях работы с потоком.

Перед тем как выполнять операции ввода и вывода для потока, можно с помощью одной из трех функций открыть этот поток: fopen(), fdopen() или freopen(). В момент открытия потока задаются режим файла и способ доступа. Файл потока может открываться для считывания, записи или для считывания/записи в текстовом или двоичном режиме.

Все три функции возвращают указатель на файл, который используется для обращения к потоку. Например: после выполнения следующего оператора можно использовать указатель на файл pfinfile для ссылки на поток:

pfinfile = fopen("input.dat","r");

Когда начинается выполнение приложения, автоматически открываются пять следующих потоков: стандартное устройство ввода (standard input — stdin), стандартное устройство вывода (standard output — stdout), стандартное устройство сообщений об ошибках (standard error — stderr), стандартное устройство печати (standard printer — stdprn) и стандартное вспомогательное устройство (standard auxiliary — stdaux).

Эти пять файловых указателей можно использовать во всех функциях, которые имеют в качестве параметра указатель на поток. Некоторые функции, например getchar() и putchar(), автоматически используют stdin или stdout. Поскольку указатели stdin, stdout, stderr, stdprn и stdaux являются константами, а не переменными, нельзя присвоить им новое значение указателя на поток.

### Файлы.

Чтобы показать элементарные примеры использования файлов, мы составили небольшую программу, которая читает содержимое файла, названного test, и выводит его на экран. Вы найдете наши пояснения сразу после программы.

/\* расскажите, что находится в файле "test" \*/

#include <stdio.h>

void main()

{

FILE \*in; /\* описываю указатель на файл \*/

int ch;

if ( (in = fopen("test.txt" , "r")) != NULL)

/\* открываю test для чтения, проверяя, существует ли он \*/

/\* указатель FILE ссылается теперь на test \*/

{

while ( (ch = getc(in) )!= EOF) /\* получаю символ из in \*/

putc(ch, stdout); /\* посылаю на стандартный вывод \*/

fclose(in); /\* закрываю файл \*/

}

else

printf("I couldn't open file \"test\" \n");

}
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Функцией fopen() управляют три основных параметра. Первый — имя файла, который следует открыть. Он является и первым аргументом fopen(); в нашем случае это " test" .

Второй параметр [и второй аргумент fopen()] описывает, как должен использоваться файл. Вот три основных применения файла:

"r" : файл нужно считать

"w\* : файл нужно записать

"а" : файл нужно дополнить

Некоторые системы предоставляют еще дополнительные возможности, но мы будем придерживаться этих. Заметим, что используемые нами коды являются строками, а не символьными константами; следовательно, они заключаются в двойные кавычки. При применении "r" открывается существующий файл. При двух других применениях тоже будет открываться существующий файл, но если такого файла нет, он будет создан.

Внимание: Если вы используете "w" для существующего файла, то старая версия его стирается, и ваша программа начинает на "чистом месте".

Третий параметр является указателем на файл; это значение возвращается функцией:

FILE \*in;

in = fopen("test", "r");

Теперь in является указателем на файл "test". С этого момента программа ссылается на файл при помощи указателя in, а не по имени test.

Если вы очень сообразительны, то теперь можете задать такой вопрос: «Если fopen() возвращает указатель на ' FILE' в качестве аргумента, то почему мы не должны объявить fopen() как функцию указателя на ' FILE' ?» Хороший вопрос. Ответ заключается в том, что это описание сделал для нас файл stdio.h, который содержит строку

FILE \*fopen();

Есть еще один важный момент относительно функции fopen(), которую мы использовали. Если fopen() не способна открыть требуемый файл, она возвращает значение 'NULL' (определенное в stdio.h как 0). Почему она не смогла открыть файл? Вы можете попросить ее считать файл, который не существует. Вот почему мы имеем в программе строку

if ( (in = fopen("test", "r") )!= NULL)

Заполнение диска, использование запрещенного имени или некоторые другие причины могут препятствовать открытию файла. Поэтому побеспокойтесь, чтобы их не было — маленькая ошибка может увести вас очень далеко.

Закрыть файл проще.

Рано или поздно в программе потребуется ввод или вывод не через клавиатуру или дисплей, а непосредственно из файлов. В следующем примере показано, как объявлять и использовать простые файлы данных:

/\*В данной программе на С показано, как объявлять и использовать

файлы для ввода и вывода. Программа считывает значение order\_price

из файла customer.txt и вычисляет значение billing\_price,

записываемое в файл billing.txt\*/

#include <stdio.h>

#define MIN\_DISCOUNT 0.97

#define MAX\_DISCOUNT 0.95

main ()

{

float forder\_price, fbilling\_price;

FILE \*fin,\*fout;

fin=fopen ("customer.txt", "r") ;

fout=fopen ("billing.txt", "w") ;

while (fscanf(fin,"%f",&forder\_price) != EOF) {

fprintf(fout,"Your order of \t\t$%8.2f\n", forder\_price);

if (forder\_price < 10000)

fbilling\_price = forder\_price \* MIN\_DISCOUNT;

else fbilling\_price = forder\_price \* MAX\_DISCOUNT;

fprintf(fout,"is discounted to \t$%8.2f.\n\n",

fbilling\_price);

}

return(0);

}

Каждый файл в программе на С должен быть связан с некоторым указателем файла (file pointer). Указатель файла указывает на информацию, описывающую различные атрибуты файла, включая путь к файлу, его имя и статус. Указатель файла представляет из себя переменную-указатель типа FILE, описанную в stdio.h. В данном операторе, взятом из нашего примера, объявляется два файла \*fin и \*fout:

FILE \*fin, \*fout;

Следующие операторы программы открывают два различных потока и связывают каждый файл с соответствующим потоком:

fin=fopen ("a: \\customer.dat", "r") ;

fout=fopen("a:\\billing.dat", "w");

При переходе от чтения к записи и наоборот не забывайте позиционировать указатель файла при помощи fsetpos(), fseek() или rewind()

Сам С автоматически закрывает файлы при окончании программы. Иногда, однако, требуется самим управлять закрытием файлов. В следующем листинге приведена та же программа, но с включением необходимых вызовов функций закрытия файлов:

/\*В данной программе на С показано, как объявлять и использовать

файлы для ввода и вывода. Программа считывает значение order\_price

из файла customer.txt и вычисляет значение billing\_price,

записываемое в файл billing.txt\*/

#include <stdio.h>

#include<iomanip.h>

#define MIN\_DISCOUNT .97

#define MAX\_DISCOUNT .95

main ()

{

float forder\_price, fbilling\_price;

FILE \*fin,\*fout;

fin=fopen ("customer.txt", "r") ;

fout=fopen ("billing.txt", "w") ;

while (fscanf(fin,"%f",&forder\_price) != EOF) {

fprintf(fout,"Your order of \t$%8.2f\n", forder\_price);

if (forder\_price < 10000)

fbilling\_price = forder\_price \* MIN\_DISCOUNT;

else fbilling\_price = forder\_price \* MAX\_DISCOUNT;

fprintf(fout,"is discounted to \t$%8.2f.\n\n", fbilling\_price);

}

fclose(fin);

fclose(fout);

return(0);

}

Следующая программа выполняет те же функции, что и предыдущая, но на языке C++:

// В данной программе на C++ показано, как объявлять и использовать

// файлы для ввода и вывода. Программа считывает значение order price

// из файла customer.dat и вычисляет значение billing\_price,

// записываемое в файл billing.dat

#include <fstream.h>

#include <stream.h>

#include <iomanip.h>

#define MIN\_DISCOUNT 97

#define MAX\_DISCOUNT 95

main()

{

float forder\_price, fbilling\_price;

lfstream fin ("a:\\customer.dat") ;

of stream fout ("a:\\billmg.dat") ;

{ fin >> forder\_price;

while (!fin.eof()) {

fout << setiosflags(ios::fixed);

fout << "Your order of \t\t$" << setprecision \

<< setw(8) << forder\_price << "\n";

if (forder\_price < 10000)

fbilling\_price = forder\_price \* MIN\_DISCOUNT;

else fbilling\_price = forder\_price \* MAX\_DISCOUNT;

fout << "is discounted to \t$" << setprecision \

<< setw(8) << fbilling\_price << ".\n\n";

fin >> forder\_price;

}

fin. close ();

fout.close();

return(0);

}

Ввод/вывод дисковых файлов в C++ немного отличается от соответствующего ввода/вывода в С. В C++ имеются два средства в библиотеке потоков: объект streambuf и потоки. Одна и та же модель выполняет ввод/вывод как для клавиатуры и терминала, так и для диска. Одни и те же операторы и операции выполняются аналогичным образом. Это значительно упрощает программирование, в котором всегда были сложности и разночтения. Для упрощения дискового файлового ввода/вывода в библиотеке потоков описан объект filebuf, производный от стандартного типа streambuf. Так же как и родительский класс, объект filebuf управляет буфером, только в последнем случае буфер связан с дисковым файлом.

### Текстовые файлы с буферизацией.

**Важность буфера при работе с файлами**

Рассмотрим следующую ситуацию. Программа пишет протокол своих действий в файл (например, с помощью функции fprintf). Допустим, что программа сломалась. Понятно, что скорее всего получится так, что в файл последний fprintf (последний протокол действий) не запишется. Причина тому -- это буфер. Чтобы "протолкнуть" буфер в файл, используется функция

fflush(f)

В коде это выглядит примерно так:

fprintf(file, "%d", data); //данные записались в буфер

fflush(file); //данные из буфера "проталкнулись" в файл

Функции fopen() и fclose() работают с текстовыми файлами с «буферизацией». Под буферизацией мы понимаем, что вводимые и выводимые данные запоминаются во временной области памяти, называемой буфером. Если буфер заполнился, содержимое его передается в блок, и процесс буферизации начинается снова. Одна из основных задач fclose() заключается в том, чтобы «освободить» любые частично заполненные буфера, если файл закрыт.

Текстовым считается файл, в котором информация запоминается в виде символов в коде ASCII (или аналогичном). Он отличается от двоичного файла, который обычно используется для запоминания кодов машинного языка.

Функции ввода-вывода, о которых мы собираемся рассказать, предназначены только для работы с текстовыми файлами.

### Переназначение ввода и вывода.

Современные операционные системы рассматривают клавиатуру и видео-дисплей как файлы. Это имеет смысл постольку, поскольку система может читать с клавиатуры так же, как она читает из дискового или ленточного файла; то же можно сказать и о видеодисплее.

Предположим, что программа читает с клавиатуры и пишет на дисплей. Допустим, что вы хотите, чтобы ввод шел из файла с именем SAMPLE.DAT. Ту же самую программу можно использовать, если указать системе заменить ввод с клавиатуры, рассматриваемой как файл, на ввод из другого файла, а именно — файла SAMPLE.DAT. Процесс изменения стандартного устройства ввода или вывода называется переназначением (или переадресацией — redirection) ввода или вывода. Переназначение ввода и вывода не представляет трудностей. Для переназначения ввода используется символ <, а для переназначения вывода >. Допустим, что выполняемая программа называется REDIRECT. Следующая системная команда запускает программу REDIRECT и использует для ввода вместо клавиатуры файл SAMPLE.DAT:

redirect < sample.dat

В следующей команде переназначаются и ввод (SAMPLE.DAT), и вывод (SAMPLE.BAK):

redirect < sample.dat > sample.bak

Последняя команда переназначает только вывод (SAMPLE.BAK):

redirect > sample.bak

Заметим, однако, что стандартный файл ошибок STDERR переназначать нельзя.

Имеются два метода управления связью между стандартным файлом и физическим файлом или устройством: переназначение и конвейерная пересылка. Конвейерной пересылкой называется непосредственное соединение стандартного вывода одной программы со стандартным вводом другой программы. Управление переназначением и конвейерной пересылкой обычно происходит вне программы; эта задача и ставится, так как в этом случае самой программе не нужно знать, откуда реально поступают данные и куда пересылаются.

Для того чтобы соединить стандартный вывод одной программы со стандартным вводом другой программы, нужно назначить между ними конвейерную пересылку при помощи символа вертикальной черты "|". Следовательно, для связи стандартного вывода программы PROCESS 1 со стандартным вводом программы PROCESS2 достаточно указать:

Process1 | process2

Операционная система обеспечит все операции физической пересылки данных с выхода PROCESS 1 на вход PROCESS2.

### Изменение буфера потока.

По умолчанию все файлы, открытые при помощи потоковых функций (stdin(), stdout() и stdprn()), буферизируются. Исключение составляют открытые потоки stderr и stdaux, которые по умолчанию не буферизируются, кроме случаев, когда они используются с группой функций printf() или scanf() — тогда им назначается временный буфер. Можно задать буферизацию потоков stderr и stdaux при помощи функций setbuf() или setvbuf(). Потоки stdin, stdout и stdprn очищаются автоматически при их заполнении. При помощи двух функций setbuf() и setvbuf() можно сделать буферизированный поток небуферизированным и наоборот. Обращаем внимание на то, что буферы, выделяемые системой, недоступны для пользователя, а буферы, которые назначаются при помощи функций setbuf() и setvbuf(), именуются пользователем, и с ними можно работать как с переменными. Буферы потоков, определяемые пользователем, очень полезны для проверки ввода и вывода до того, как возникнут какие-либо системные ошибки.

Можно назначить буфер любого размера; при использовании функции setbuf() размер определяется константой BUFSIZ, описанной в файле stdio.h. Синтаксис функции setbuf() выглядит так:

void setbuf(FILE \*stream, char \*buffer);

В следующем примере setbuf() и BUFSIZ используются для описания и назначения буфера потоку stderr. Буферизация stderr предоставляет программе больше возможностей для управления обработкой исключительных ситуаций. Выполните пошаговую трассировку начального варианта программы при помощи встроенного отладчика.

/\*Программа на С, демонстрирующая описание и назначение буфера

потоку stderr\*/

#include "stdafx.h"

#include "E:\LECTURE\AlgorithmProgramming\AlgorithmProgramming 02\Universal\_HederFile.h"

void StopWait(void);

char cmyoutputbuffer[BUFSIZ];

main(void)

{

/\* связь буфера с небуферизированным выходным потоком \*/

setbuf(stderr, cmyoutputbuffer); /\* строка, которую нужно \*/ /\*ЗАКАМЕНТИРУЙ для 2 варианта\*/

/\* заполнение буфера выходного потока \*/

fputs("Sample output inserted into the\n",stderr); /\*"Пример вывода в" \*/

fputs("output stream buffer.\n",stderr); /\* "буфер выходного потока." \*/

/\* вывод буфера выходного потока \*/

fflush(stderr);

StopWait(); /\* Wait a little \*/

return (0);

}

Попробуйте запустить программу второй раз, закомментировав оператор setbuf(). В этом случае программа не будет связывать буфер с stderr. Вы увидите различие после запуска программы? Когда stderr не буферизируется, встроенный отладчик выдает сообщение каждого оператора fputs() сразу же после выполнения оператора.

В следующей программе используется функция setvbuf(); ее синтаксис выглядит следующим образом:

int setvbuf (FILE \*stream, char \*buffer, int buftype, size\_t bufsize);

В этом примере размер буфера задается явно, а не при помощи константы BUFSIZ, описанной в файле stdio.h:

/\*Программа на С, демонстрирующая использование функции setvbuf()\*/

#include "stdafx.h"

#include "E:\LECTURE\AlgorithmProgramming\Universal\_HederFile.h"

void StopWait(void);

#define MYBUFSIZ 512

main (void)

{

char ichar, cmybuffer[MYBUFSIZ];

FILE \*pfinfile, \*pfoutfile;

pfinfile = fopen("E:\\LECTURE\\AlgorithmProgramming\\sample.in", "r");

pfoutfile = fopen("E:\\LECTURE\\AlgorithmProgramming\\sample.out", "w");

if (setvbuf(pfinfile, cmybuffer, \_IOFBF, MYBUFSIZ) != 0)

printf("pfinfile buffer allocation error\n"); /\* ошибка назначения \*/

else /\* буфера \*/

printf("pfinfile buffer created\n"); /\* буфер создан \*/

if (setvbuf(pfoutfile, NULL, \_IOLBF, 132) != 0)

printf("pfoutfile buffer allocation error\n"); /\* ошибка назначения\*/

else

/\* буфера \*/

printf("pfoutfile buffer created\n");

/\* буфер создан \*/

while(fscanf(pfinfile,"%c",&ichar) != EOF)

fprintf(pfoutfile,"%c",ichar);

fclose(pfinfile);

fclose(pfoutfile);

StopWait(); /\* Wait a little \*/

return (0);

}

В программе создается доступный пользователю буфер, на который указывает pfinfile, и автоматически выделенный (malloc()) буфер, на который указывает pfoutfile. Последний из двух буферов описан как buftype, \_IOLBF или строчный буфер. Другие опции, описанные в файле stdio.h: \_IOFBF — полная буферизация и \_IONBF — отсутствие буферизации. Напоминаем, что при использовании функций setbuf() и setvbuf() вместо автоматически выделяемого буфера для ввода/вывода используется buffer, назначенный пользователем. Если в случае использования setbuf() пара-метр buffer равен null, то ввод/вывод будет небуферизированным. В противном случае он буферизируется полностью.

Если в случае использования setvbuf() параметр buffer равен null, то буфер выделяется при помощи функции malloc(). При создании buffer функция setvbof() использует параметр bufsize, который определяет количество выделяемой и автоматически освобождаемой при закрытии памяти.

### Закрытие потоков.

По завершении работы с потоком он должен быть закрыт. Это осуществляется с помощью функции fclose(), которая имеет следующий прототип:

int fclose(FILE \*stream);

Все буферы, связанные с потоком, освобождаются перед закрытием потока. В случае успеха fclose() возвращает 0; в случае ошибки - EOF. Если ваша программа не закрывает поток с помощью явного вызова fclose (), то он закрывается автоматически по ее завершению.

Две функции fclose() и fcloseall() используются для закрытия потока или всех потоков, соответственно. Функция fclose() закрывает отдельный файл, а функция fcloseall() закрывает все открытые потоки, за исключением stdin, stdout, stderr, stdprn и stdaux. Однако, если ваша программа не закрывает поток явно, то он закрывается автоматически по ее завершению. Поскольку количество потоков, открытых одновременно, ограничено, то желательно закрывать поток по окончанию работы с ним.

Наш пример показывает, как закрывать файл:

fclose(in);

Просто используйте функцию fclose(). Заметим, что аргументом ее является in, указатель на файл, а не test, имя файла.

Для программы, более серьезной, чем эта, следовало бы посмотреть, успешно ли закрыт файл. Функция fclose() возвращает значение 0, если файл закрыт успешно, и — 1 в противном случае.

**Зачем нужно закрывать файлы**

* Зададимся вопросом: "Что надо сделать после того, как мы поработали с файлом?"

Формальный ответ: "Закрыть файл." Это можно сделать с помощью функции:

fclose(f);

Но зачем это делать?

Ввиду механического устройства жесткого диска, данные в файл попадают не сразу. Сначала данные записываются в так называемый буфер (область оперативной памяти), и когда он переполнится, то данные из буфера будут записаны в файл. Такая схема придумана для ускорения работы с файлами. На самом деле, буфер -- это поле структуры FILE: указатель на массив char-ов.

Если мы напишем fprintf(...), то запись произведется в буфер. И только тогда, когда буфер будет заполнен до конца, он будет сразу весь записан на жесткий диск. По этой причине, если мы не закроем файл функцией fclose(f), то последние данные из буфера не запишутся в файл. Отсутствие этой команды может привести к потере данных в файле, который был открыт для записи (дозаписи).

* А зачем закрывать файлы, открытые только на чтение?

Если не закрывать файлы (которые открыты даже для чтения), то это может привести к ограничению доступа к файлу для других программ. Какие именно ограничения наложатся - это зависит от ОС. Но в ОС Windows если файл открыт на чтение и не закрывается, то из другой программы его нельзя удалить.

* В любой ОС есть ограничение на количество одновременно открытых файлов. И это еще одна причина для закрытия файлов.

### Функции, осуществляющие ввод-вывод в файловый поток

Рассмотрим теперь функции, осуществляющие ввод-вывод в файловый поток.

**Функция fgetc()** имеет следующий прототип:

int fgetc(FILE \*stream);

Она осуществляет ввод символа из файлового потока stream. В случае успеха функция преобразует прочитанный символ в тип int без учета знака. Если делается попытка прочесть конец файла или произошла ошибка, функция возвращает EOF. Как видим, эта функция во всем аналогична функции getc(), за исключением того, что чтение осуществляется из файлового потока. Более того, как мы уже отмечали, на самом деле getc() — это макрос, реализованный с помощью fgetc(). То же самое относится и к следующим функциям: все они имеют уже рассмотренные нами аналоги.

**Функция fputc()** имеет следующий прототип:

int fputc(int с, FILE \*stream);

Она осуществляет вывод символа в файловый поток и во всем аналогична функции putc().

**Функция fgets()** имеет следующий прототип:

char \*fgets(char \*s, int n, FILE \*stream);

Она осуществляет чтение строки символов из файлового потока в строку s. Функция прекращает чтение, если прочитано n — 1 символов или встретился символ перехода на новую строку ‘\n’. Если встретился символ перехода на новую строку, он сохраняется в переменной s. В обоих случаях в переменную s добавляется символ ‘\0’, который знаком завершения строковой переменной, функция возвращает строку, на которую указывает параметр s. Если делается попытка чтения конца файла или произошла ошибка, она возвращает NULL.

**Функция fputs()** имеет следующий прототип:

int fputs(const char \*s, FILE \*stream);

Она осуществляет вывод строки в файловый поток. Символ перехода на новую строку не добавляется, и завершающий строку нуль-символ в файловый поток не копируется. В случае успеха fputs() возвращает неотрицательное значение. В противном случае она возвращает EOF.

**Функция fscanf()** имеет следующий прототип:

int fscanf(FILE \*stream,

const char \*format[, address,...]);

Она во всем аналогична функции scanf(), за исключением того, что форматированный ввод осуществляется не со стандартного устройства ввода, а из файлового потока.

**Функция fprintf()** имеет следующий прототип:

int fprintf(FILE \*stream,

const char \*format[, argument,...]);

Она во всем аналогична функции printf(), но осуществляет форматированный вывод не на стандартное устройство вывода, а в файловый поток.

**Функция feof()** является на самом деле макросом и позволяет осуществлять проверку на достижение символа конца файла при операциях ввода-вывода. Она имеет следующий прототип.

int feof(FILE \*stream);

Она возвращает ненулевое значение, если был обнаружен конец файла при последней операции ввода в поток stream и 0, если конец файла еще не достигнут.

Рассмотрим пример файлового ввода и вывода:

#include <stdio.h>

using namespace std;

int main()

{

setlocale(LC\_ALL, "Rus");

FILE \*in, \*out;

if ((in = fopen("C:\\AUTOEXEC. BAT", "rt")) == NULL){

fprintf(stderr,

"Cannot open input file.\n");

getchar(); getchar();

return 1;

}

if ((out = fopen("C:\\AUTOEXEC.BAK", "wt")) == NULL){

fprintf(stderr,

"Cannot open output file.\n");

getchar(); getchar();

return 1;

}

while (!feof(in))

fputc(fgetc(in), out);

fclose(in);

fclose(out);

fprintf(stderr,

"The file is copied successfully.\n");

getchar(); getchar();

return 0;

}
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Две следующие функции предназначены для осуществления неформатированного ввода и вывода в файловые потоки. **Функция fread()** имеет следующий прототип:

size\_t

fread(void \*ptr, size\_t size,

size\_t n, FILE \*stream);

Эта функция считывает из потока stream в буфер, указанный параметром ptr, n блоков данных, каждый из которых содержит size байтов. В случае успеха функция возвращает число прочитанных блоков. Если прочитан конец файла или произошла ошибка, она возвращает число полностью прочитанных блоков или 0.

**Функция fwrite()** имеет следующий прототип:

size\_t

fwrite(const void \*ptr, size\_t size,

size\_t n, FILE \*stream);

Она записывает в выходной поток stream из буфера, указанного параметром ptr, n блоков данных, каждый из которых содержит size байтов. В случае успеха функция возвращает число записанных блоков. В случае ошибки она возвращает число полностью записанных блоков или 0.

Приведем пример, демонстрирующий работу с этими функциями:

#include <string.h>

#include <stdio.h>

using namespace std;

struct Client{

int Num;

char SurName[27];

char Name[21];

char SecName[21];

};

int main(void)

{

setlocale(LC\_ALL, "Rus");

FILE \*stream;

Client AClient, RClient;

//Открываем файл для вывода

if ((stream = fopen("SAMPLE.DAT", "wb"))== NULL){

printf("Cannot open output file.\n");

getchar(); getchar();

return 1;

}

AClient.Num = 1;

strcpy(AClient.SurName,"Petrov");

strcpy(AClient.Name, "Petr");

strcpy(AClient.SecName, "Petrovich");

//Запись структуры в файл

fwrite(&AClient, sizeof(AClient), 1, stream);

//Закрываем файл

fclose(stream);

//Открываем файл для чтения

if ((stream = fopen("SAMPLE.DAT", "rb")) == NULL){

printf("Cannot open input file.\n");

getchar(); getchar();

return 2;

}

fread(&RClient, sizeof(RClient), 1, stream);

//Закрываем файл fclose(stream);

printf("The structure contains:\n");

printf("Num = %d SurName = %s "

"Name = %s SecName = %s",

RClient.Num, RClient.SurName,

RClient.Name, RClient.SecName);

getchar(); getchar();

return 0;

}

В этом примере вначале файл открывается для записи в него значений полей из структуры AClient, затем этот файл открывается для чтения содержащейся в нем информации в структуру RClient. После чего поля этой структуры выводятся на экран. При выполнении программа выводит на экран:

The structure contains:

Num = 1 SurName = Petrov Name = Petr

SecName = Petrovich
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## Низкоуровневый ввод и вывод в С.

В следующем списке перечислены наиболее часто используемые в про-граммах функции низкоуровневого ввода и вывода:

|  |  |
| --- | --- |
| **Функция** | **Описание** |
| close() | Закрывает дисковый файл |
| lseek() | Поиск указанного байта в файле |
| open() | Открывает дисковый файл |
| read() | Читает данные в буфер |
| unlink() | Удаляет файл из подкаталога |
| write() | Записывает буфер данных |

Функции низкоуровневого ввода и вывода не буферизируют и не форматируют данные. Доступ к файлам, открываемых функциями нижнего уровня, осуществляется при помощи описателя файла (handle — целое число, используемое операционной системой для обращения к файлу). Для открытия файлов используется функция ореn(). Для открытия файла с атрибутами совместного использования (sharing) можно использовать макрос sopen().

Низкоуровневые функции отличаются от своих аналогов — потоковых функций — тем, что они не требуют включения заголовочного файла stdio.h. Однако, могут быть полезны некоторые часто используемые константы, предопределенные в stdio.h: например, EOF и NULL. Объявления низкоуровневых функций дается в заголовочном файле io.h.

Первоначально данная система дискового ввода/вывода была создана для операционной системы UNIX. Поскольку комитет по стандарту ANSI С решил не стандартизовывать эту UNIX-подобную систему небуферизированного, низкоуровневого ввода/вывода, то ее нельзя рекомендовать для дальнейшего использования. Для всех новых разработок рекомендуется использовать стандартизованную систему буферизированного ввода/вывода.

**File descriptors. Open, close, read, write**

В языке C есть много способов работы с файлами. Помимо структуры FILE можно использовать так называемые дескрипторы файла (file descriptors). Дескриптор файла -- целое неотрицательное число. Оно обозначает номер открытого файла в таблице открытых файлов операционной системы. Использование дескрипторов файла -- более низкий уровень, чем нежели ипользование струкруты FILE. Структура FILE -- сущность языка C и его стандартной библиотеки, тогда как дескриптор файла -- сущность операционной системы. Например, при работе со структурой FILE автоматически создается буфер, и программист работает с более высокоуровневой абстракцией. А при работе с дескрипторами файла программист должен позаботится о буферизации вручную.

Пример работы с дескрипторами файла довольно прост и почти в точности повторяет процесс работы со структурой FILE:

int fd = open("...");

Сходство работы с дескрипторами файла с работой со структурой FILE заключается в том, что в названии функций отсутствует буква "f". Иногда параметры функций незначительно отличаются.

Структуру FILE полезно использовать при работе с настоящими "файлами" (которые находятся на жестком диске). Ипользовать дескрипторы файла полезно в случаях работы со специальными "файлами". В этом подходе есть своя специфика работы, но сейчас просто полезно знать, что такой подход существует.

Аналогами stdin, stdout и stderr в дескрипторах файла являются числа 0, 1 и 2 соответственно. Стандарт POSIX.1 обозначил числа 0, 1, 2 символическими константами STDIN\_FILENO, STDOUT\_FILENO и STDERR\_FILENO соответственно.

**Memory mapping. Функция mmap**

Следующий способ работы с файлами удобен в тех случаях, когда приходится читать файл нелинейно: надо "ходить" вперед и назад. В предыдущих подходах такие ситуации оказывались неудобными с точки зрения программирования: получился бы громоздкий код.

В языке C был придуман удобный способ работы в таких ситуациях, который называется memory mapping. Соответствующая функция:

char \*ptr = mmap("...");

Работает эта функция примерно так. Мы указываем этой функции файл на диске, и она "отображает" этот файл в такую-то область в памяти. В результате работы функции мы получаем указатель на начало файла. И потом мы можем работать с этим файлом как с обычным указателем на какую-то область памяти: можем "ходить" вперед и назад по этому файлу.

Можно "отобразить" не весь файл целиком, а, например, отдельную часть файла: с 3-его килобайта по 4-ый килобайт.

**Win32 API: FileCreate, FileRead, etc.**

При работе с файлами в ОС Windows можно использовать все те функции, которые были описаны выше. В ОС Windows есть своя большая стандартная библиотека Win32 API. В этой библиотеке также есть функции для работы с файлами: например, функции FileCreate(...) или FileOpen(...). Они по своей работе похожи на функции из стандартной библиотеки C, но отличия также присутствуют. Они заключаются в параметрах этих функций и небольших "хитростях", которые мы здесь опустим.

Если вы программируете под ОС Windows и пишите программу для работы в ОС Windows, то стоит пользоваться библиотекой Win32 API для работы с файлами.

## Ввод и вывод символов.

Во всех компиляторах С имеются несколько описанных в стандарте ANSI С функций, предназначенных для ввода и вывода символов. Эти функции обеспечивают стандартный ввод и вывод и рассматриваются как высокоуровневые процедуры (в отличие из низкоуровневых функций, которые более непосредственно обращаются к аппаратному обеспечению компьютера). Ввод/вывод в С реализован не при помощи ключевых слов, являющихся частью языка, а с использованием функций, поставляемых разработчиками компилятора.

### Использование функций getc(), putc(), fgetc() и fputc().

Две функции getc() и putc() работают аналогично функциям getchar() и putchar(). Разница заключается в том, что вы должны сообщить новичкам, какой файл следует использовать. Таким образом, наш «старый дружище»

ch = getchar();

предназначен для получения символа от стандартного ввода, а

ch = getc(in);

— для получения символа от файла, на который указывает in. Аналогично функция

putc(ch, out);

предназначена для записи символа ch в файл, на который ссылается указатель out типа FILE. В списке аргументов функции putc() этот символ стоит первым, а затем указатель файла. В нашем примере мы использовали

putc(ch, stdout);

где stdout является указателем на стандартный вывод. Таким образом, этот оператор эквивалентен

putchar(ch);

Действительно, оператор putchar(ch) определен директивой #define так же как функция putc(ch, stdout) определена в файле stdio.h. Этот ужасный файл к тому же определяет в директиве #define указатели stdout и stdin на стандартный вывод и стандартный ввод системы.

Наиболее общими из всех функций ввода/вывода являются те, которые работают с отдельными символами. Функция getc() вводит один символ из указанного файлового потока:

int ic;

ic = getc(stdin);

Символ вводится при указании имени функции getc(), и затем возвращаемое значение присваивается переменной ic. Если же вас удивит, почему переменная ic не имеет тип char, то это объясняется тем, что функция getc() согласно прототипу возвращает тип int. Это нужно для того, чтобы можно было иметь системно-зависимый размер указателя конца файла, который может не совпадать с размером отдельного байта типа char.

Функция getc() преобразует целое число в беззнаковый символ. Использование беззнакового символа вместо целого числа гарантирует, что ASCII-символы, имеющие значение > 127, не будут представляться как отрицательные значения. Следовательно, отрицательные значения можно использовать для представления нестандартных ситуаций, например, ошибок и конца входного файла. К примеру: конец файла обычно представляется значением -1, хотя в стандарте ANSI С записано, что только константа EOF может иметь некоторое отрицательное значение.

Поскольку getc() возвращает целое число, то переменные, использующие результат функции getc(), также должны быть описаны как целые. Хотя использование целых чисел в символьной функции может показаться не-удобным, на самом деле в языке С символы и целые числа отличаются очень мало. Когда вместо целого подставляется символ, он автоматически преобразуется в целое число.

Эта группа функций ввода-вывода на самом деле реализована в виде макросов.

Макрос getc() возвращает следующий символ из заданного входного потока и увеличивает указатель входного потока так, чтобы он указывал на следующий символ. В случае успеха getc () возвращает считанный символ, преобразованный в тип int без знака. Если прочитан конец файла или произошла ошибка, он возвращает EOF. Прототип этого макроса следующий:

int getc(FILE \*stream);

Символ EOF определяется следующим образом:

#define EOF (-1)

В операциях ввода-вывода он служит для обозначения и проверки конца файла.

Подразумевается, что этот символ имеет тип signed char, еcли в операциях ввода-вывода участвуют символы типа unsigned char, то использовать EOF нельзя. Следующий пример демонстрирует использование этого макроса:

#include <stdio.h>

using namespace std;

int main ()

{

setlocale(LC\_ALL, "Rus");

char ch;

printf("Bвод символа:");

//Чтение символа из стандартного

//входного потока

ch = getc(stdin);

printf("Был введен символ: '%c'\n", ch);

getchar(); getchar();

return 0;

}
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Дополнением к функции getc() служит putc(). **Макрос putc()** имеет следующий прототип:

int putc(int с, FILE \*stream);

Он выводит символ в поток, заданный параметром stream. В случае успеха putc () возвращает выводимый символ с. преобразованный к типу int; в случае ошибки - EOF.

**Макрос putchar ()** имеет следующий прототип:

int putchar(int с);

Этот макрос определяется как putc(с, stdout). В случае успеха он возвращает символ с, преобразованный к типу int. В случае ошибки он возвращает EOF.

**Функция putc()** выдает один символ в файловый поток, представленный заданным указателем файла. Для вывода введенного выше символа на стандартное устройство вывода используется следующий оператор:

putc(ic,stdout);

**Функция getc()** обычно буферизируется, и когда приложение запрашивает символ, управление не передается программе до тех пор, пока в стандартном входном файловом потоке не будет введен символ возврата каретки. Все символы, введенные до символа возврата каретки, хранятся в буфере и передаются последовательно в программу, которая повторно вызывает функцию getc() до тех пор, пока буфер не опустеет. После того, как при помощи getc() символ возврата каретки передан в программу, следующий запрос символов вызывает накопление символов в буфере до тех пор, пока опять не будет введен символ возврата каретки. Это означает, что функцию getc() нельзя использовать для обработки одиночных клавиш, когда не требуется дополнительного нажатия клавиши возврата каретки. И одно последнее замечание: на самом деле getc() и putc() являются не истинными функциями, а макросами. Функции fgetc() и fputс() идентичны их аналогам макросам getc() и putc().

Простая программа сжатия файла.

В нашем примере имя файла, который следовало открыть, было записано в программе. Мы не обязаны считаться с этим ограничением. Используя аргументы командной строки, можно сообщить нашей программе имя файла, который хотим считать. В нашем следующем примере так и происходит. С помощью, примитивного приема сжимается содержимое — остается только каждый третий символ. Наконец, сжатая версия размещается в новый файл, имя которого состоит из старого имени с добавкой .red (сокращение слова reduced). Обычно весьма важны первый и последний элементы (аргумент командной строки и добавка к имени файла). Само же сжатие имеет более ограниченное применение, но, как вы увидите, им можно пользоваться.

/\* сожмите ваши файлы в 2—3 раза! \*/

#include <stdio.h>

#include<string.h>

void main(int argc, char \*argv[])

{

FILE \*in, \*out; /\* описывает два указателя типа FILE \*/

int ch;

static char name [20]; /\* память для имени выходного файла \*/

int count = 0;

if ( argc < 2) /\* проверяет, есть ли входной файл \*/

printf("Sory, i need the title of the file.\n" );

else

{

if ( (in = fopen(argv[1], "r")) != NULL)

{

strcpy(name, argv[1]); /\* копирует имя файла в массив \*/

strcat(name, " .red"); /\* добавляет .red к имени \*/

out = fopen(name, " w"); /\* открывает файл для записи \*/

while ( (ch = getc(in)) ! = EOF)

if ( count++ %3 ==0)

putc(ch, out); /\* печатает каждый третий символ \*/

fclose(in);

fclose(out);

}

else

printf(" Я не смогла открыть файл\" %s\" \n", argv[1]);

}

}
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Мы поместили программу в файл, названный reduce и применили эту программу к файлу, названному eddy, который содержал одну единственную строку

Даже Эдди нас опередил с детским хором.

Была выполнена команда

reduce eddy

и на выходе получен файл, названный eddy .red, который содержит

Дед спел тихо

Какая удача! Наш случайно выбранный файл сделал осмысленное сокращение.

Вот некоторые замечания по программе.

Вспомните, что argc содержит определенное количество аргументов, в число которых входит имя программного файла. Вспомните также, что с согласия операционной системы argv[0] представляет имя программы, т. е. в нашем случае reduce. Вспомните еще, что argv[1] представляет первый аргумент, в нашем случае eddy. Так как сам argv[1] является указателем на строку, он не должен заключаться в двойные кавычки в операторе вызова функции.

Мы используем argc, чтобы посмотреть, есть ли аргумент. Любые избыточные аргументы игнорируются. Помещая в программу еще один цикл, вы могли бы использовать дополнительные аргументы — имена файлов и пропускать в цикле каждый из этих файлов по очереди.

С целью создания нового имени выходного файла мы используем функцию strcpy() для копирования имени eddy в массив name. Затем применяем функцию strcat() для объединения этого имени с .red.

Программа требует, чтобы два файла были открыты одновременно, поэтому мы описали два указателя типа ' FILE'. Заметим, что каждый файл должен открываться и закрываться независимо от другого. Существует ограничение на количество файлов, которые вы можете держать открытыми одновременно. Оно зависит от типа системы, но чаще всего находится в пределах от 10 до 20. Можно использовать один и тот же указатель для различных файлов при условии, что они не открываются в одно и то же время. Мы не ограничиваемся использованием только функций getc() и putc() для файлов ввода-вывода. Далее мы рассмотрим некоторые другие возможности.

### Использование функций getchar(), putchar(),fgetchar() и fputchar().

Макрос getchar() имеет следующий прототип:

int getchar();

Этот макрос определен как getc(stdin). С помощью этого макроса из стандартного входного потока stdin считывается очередной символ и его значение преобразуется в тип int без учета знака. Если переадресация стандартного входного потока не производилась, то ввод осуществляется с клавиатуры. В противном случае ввод будет осуществляться из файла, назначенного для входного потока и указанного в командной строке при вызове программы.

На самом деле два макроса getchar() и putchar() являются особыми реализациями макросов getc() и putc(), соответственно. Они всегда связаны со стандартными устройствами ввода (stdin) и вывода (stdout). Единственный способ их использования с другими файловыми потоками — переназначить стандартный ввод или стандартный вывод вне программы.

Два приведенных выше примера можно записать иначе, используя две рассматриваемые функции:

int ic;

ic = getchar() ;

и

putchar(ic);

Так же, как и getc() и putc(), getchar() и putehar() реализованы как макросы. В случае ошибки функция putchar() возвращает значение EOF. Следующий фрагмент можно использовать для проверки ошибки вывода. Использование EOF для вывода может показаться немного сомнительным, однако это — технически корректно.

if(putchar(ic) =- EOF)

printf("An error has occurred writing to stdout"); /\* При выводе на stdout произошла ошибка \*/

Макросам getchar() и putchar() эквивалентны функции fgetchar() и fputehar().

### Использование функций getch() и putch().

Функции getch() и putch() являются полноценными низкоуровневыми функциями, тесно связанными с аппаратным обеспечением, — поэтому они не подпадают под стандарт ANSI С. В персональных компьютерах (ПК) эти функции не буферизируются; это означает, что они сразу же вводят символ, нажатый на клавиатуре. Однако, их можно переназначать, и поэтому они связаны не только с клавиатурой.

Функции getch() и putch() используются так же, как и getchar() и putchar(). Обычно программы, работающие на ПК, используют getch() для перехвата клавиш, которые игнорирует функция getchar(), например, PGUP, PGDN, HOME и END. Функция getch() видит символ, введенный с клавиатуры, сразу же после нажатия клавиши; символ возврата каретки для передачи введенного символа в программу не требуется. Эта возможность позволяет использовать getch() для обработки однократных нажатий клавиш, что невозможно с функциями getc() или getchar().

На ПК функция getch() работает совершенно по-другому, чем getc() и getchar(). Частично это объясняется тем, что в ПК легко можно распознать нажатие отдельной клавиши на клавиатуре. В других системах, подобных DEC и VAX С, аппаратура не может отслеживать отдельные нажатия клавиш. Обычно в этих системах выполняется эхо-отображение введенного символа и требуется нажатие клавиши возврата каретки, причем программа не видит нажатия этой клавиши до тех пор, пока не будут введены другие символы, и тогда при ее нажатии возвращается null-символ или десятичный ноль. Кроме того, функциональные клавиши не доступны, и при их нажатии результаты не достоверны.

## Определение строк в программе.

Символьные строки представляют один из наиболее полезных и важных типов данных языка Си. Хотя до сих пор все время применялись символьные строки, мы еще не все знаем о них. Конечно, нам уже известно самое главное: символьная строка является массивом типа char, который заканчивается нуль-символом ('\0'). Здесь мы больше узнаем о структуре строк, о том, как описывать и инициализировать строки, как их вводить или выводить из программы, как работать со строками.

Ниже представлена работающая программа, которая иллюстрирует несколько способов создания строк, их чтения и вывода на печать. Мы .используем две новые функции: gets (), которая получает строку, и puts (), которая выводит строку. (Вы, вероятно, заметили сходство их имен с функциями getchar () и putchar ().) В остальном программа выглядит достаточно привычно.

/\* работа со строками \*/

#include <stdio.h>

#define MSG " У вас, наверное, много талантов. Расскажите о некоторых."

/\* константа символьной строки \*/

#define NULL 0

#define LIM 5

#define LINLEN 81 /\* максимальная длина строки + 1 \*/

char m1[] = "Только ограничьтесь одной строкой.";

/\* инициализация внешнего символьного массива \*/

char \*m2 = " Если вы не можете вспомнить что-нибудь, придумайте.";

/\* инициализация указателя внешнего символьного массива \*/

void main ()

{

char name[LINLEN];

static char talents [LINLEN];

int i;

int count = 0;

char \*m3 = " \n Достаточно обо мне-- Как вас зовут?";

/\* инициализация указателя \*/

static char \*mytal[LIM] = {"Быстро складываю числа", "Точно умножаю", "Записываю данные", "Правильно выполняю команды" , "Понимаю язык Си"};

/\* инициализация массива строк \*/

printf(" Привет! Я Клайд, компьютер. У меня много талантов\n");

printf(" %s\n", " Позвольте рассказать о некоторых из них.");

puts(" Каковы они? Ах да, вот их неполный перечень.");

for (i = 0; i < LIM; i++)

puts(mytal[i]); /\* печатает перечень талантов компьютера \*/

puts(m3);

gets(name);

printf (" Хорошо, %s, %s\n" , name, MSG);

printf (" %s\n%s\n", m1, m2);

gets(talents);

puts(" Давайте, посмотрим, получил ли я этот перечень:");

puts(talents);

printf (" Спасибо за информацию, %s.\n", name);

}

Чтобы помочь вам разобраться в том, что делает эта программа, мы приводим результат ее работы:
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Тщательно исследуем программу. Но вместо того чтобы просматривать строку за строкой, применим более общий подход. Сначала рассмотрим способы определения строк в программе. Затем выясним, что нужно для чтения строки в программе. И, наконец, изучим способы вывода строки.

### Строковые константы.

Вы, вероятно, заметили, когда читали программу, что есть много способов определения строк. Попытаемся теперь рассмотреть основные: использование строковых констант, массивов типа char, указателей на тип char и массивов, состоящих из символьных строк. В программе должно быть предусмотрено выделение памяти для запоминания строки, и мы еще вернемся к этому вопросу.

Всякий раз, когда компилятор встречается с чем-то, заключенным в двойные кавычки, он определяет это как строковую константу. Символы, заключенные в кавычки, плюс, завершающий символ '\0', записываются в последовательные ячейки памяти. Компилятор подсчитывает количество символов, поскольку ему нужно знать размер памяти, необходимой для запоминания строки. Наша Программа использует несколько таких строковых констант, чаще всего в качестве аргументов функций printf () и puts (). Заметим также, что мы можем определять строковые константы при помощи директивы #define

Если вы хотите включить в строку символ двойной кавычки, ему должен предшествовать символ обратной дробной черты:

printf("\"Беги, Спот, беги!\" — сказал Дик\n");

В результате работы этого оператора будет напечатана строка:

"Беги, Спот, беги! — " сказал Дик.

Строковые константы размещаются в статической памяти. Вся фраза в кавычках является указателем на место в памяти, где записана строка. Это аналогично использованию имени массива, служащего указателем на расположение массива. Если это действительно так, то как выглядит оператор, который выводит строку?

/\* строки в качестве указателей \*/

#include <stdio.h>

void main ()

{

printf("%s, %u, %c\n", "We", "love", \*"figs");

}

Итак, формат %s выводит строку We. Формат %u выводит целое без знака. Если слово "love" является указателем, то выдается его значение, являющееся адресом первого символа строки. Наконец, \*"figs" должно выдать значение, на которое ссылается адрес, т. е. первый символ строки "figs". Произойдет ли это на самом деле? Да, мы получим следующий текст:
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Ну, вот! Давайте теперь вернемся к строкам, находящимся в символьных массивах.

### Массивы символьных строк и их инициализация.

При определении массива символьных строк необходимо сообщить компилятору требуемый размер памяти. Один из способов сделать это — инициализировать массив при помощи строковой константы. Так как автоматические массивы нельзя инициализировать, необходимо для этого использовать статические или внешние массивы. Например, оператор

char m1[] = "Только ограничьтесь одной строкой,";

инициализировал внешний (по умолчанию) массив m1 для указанной строки. Этот вид инициализации является краткой формой стандартной инициализации массива

char m1[] = {' Т', ' о', ' л', ' ь', ' к', ' о', ' ', 'о', 'г',

'р', 'а', 'н', 'и', 'ч', 'ь', 'т', 'е', 'с', 'ь',

' ', 'о', 'д', 'н', 'о', 'и', ", 'с', 'т',

'р', 'о', 'к', 'о', 'и', '.', '\0'

(Обратите внимание на замыкающий нуль-символ. Без него мы имеем массив символов, а не строку.) Для той и другой формы (а мы рекомендуем первую) компилятор подсчитывает символы и таким образом получает размер массива.

Как и для других массивов, имя m1 является указателем на первый элемент массива:

m1 == &m1[0], \*m1 == 'Т', и \*(m1 + 1) == m1[1] == 'о'

Действительно, мы можем использовать указатель для создания строки. Например:

char \*m3 = " \n Достаточно обо мне — как вас зовут?";

Это почти то же самое, что и

static char m3[] = " \n Достаточно обо мне — как вас зовут?";

Оба описания говорят об одном: mЗ является указателем строки со словами " Как вас зовут?". В том и другом случае сама строка определяет размер памяти, необходимой для ее размещения. Однако вид их не идентичен.

### Различия: массив и указатель.

В чем же разница между этими двумя описаниями?

Описание с массивом вызывает создание в статической памяти массива из 38 элементов (по одному на каждый символ плюс один на завершающий символ ' \0'. Каждый элемент инициализируется соответствующим символом. В дальнейшем компилятор будет рассматривать имя mЗ как синоним адреса первого элемента массива, т. е. &m3[0]. Следует отметить, что mЗ является константой указателя. Вы не можете изменить m3, так как это означало бы изменение положения (адрес) массива в памяти. Можно использовать операции, подобные mЗ + 1, для идентификации следующего элемента массива, однако не разрешается выражение ++m3. Оператор увеличения можно использовать с именами переменных, но не констант.

Форма с указателем также вызывает создание в статической памяти 38 элементов для запоминания строки. Но, кроме того, выделяется еще одна ячейка памяти для переменной m3, являющейся указателем. Сначала эта переменная указывает на начало строки, но ее значение может изменяться. Поэтому мы можем использовать операцию увеличения; ++m3 будет указывать на второй символ строки (Д). Заметим, что мы не объявили \*m3 статической переменной, потому что мы инициализировали не массив из 38 элементов, а одну переменную типа указатель. Не существует ограничений на класс памяти при инициализации обычных переменных, не являющихся массивом.

Существенны ли эти отличия? Чаще всего нет, но все зависит от того, что вы пытаетесь делать.

Посмотрите несколько примеров, а мы возвращаемся к вопросу выделения памяти для строк.

**Массив и указатель: различия**

В нижеследующем тексте мы обсудим различия в использовании описаний этих двух видов

static char heart[] = "Я люблю Тилли";

char \*head = " Я люблю Милли'",

Основное отличие состоит в том, что указатель heart является константой, в то время как указатель head — переменной. Посмотрим, что на самом деле дает эта разница.

Во-первых, и в том и в другом случае можно использовать операцию сложения с указателем

for (i = 0, i < 6, i++ )

putchar(\*(heart + i) );

putchar( \n');

for (i = 0, i < 6, i++)

putchar(\*(head + i) );

putchar('\n'),

результате получаем

Я люблю

Я люблю

Но только в случае с указателем можно использовать операцию увеличения:

while ( \*(head) != ' \0' ) /\* останов в конце строки \*/

putchar( \*(head++ ) ); /\* печать символа и перемещение указателя \*/

дают в результате

Я люблю Милли!

Предположим, мы хотим заменить head на heart. Мы можем сказать

head = heart /\* теперь head указывает на массив heart \*/

но теперь мы можем сказать

heart = head, /\* запрещенная конструкция \*/

Ситуация аналогична х = 3 или 3 = х, левая часть оператора присваивания должна быть именем переменной. В данном случае head = heart, не уничтожит строку Милли, а только изменит адрес, записанный в head. Вот каким путем можно изменить обращение к heart и проникнуть в сам массив

heart [8] = 'М';

или

\*(heart + 8) = 'М';

Элементы массива (но не имя) являются переменными

### Явное задание размера памяти.

Иной путь выделения памяти заключается в явном ее задании. Во внешнем описании мы могли бы сказать:

char m1[44] = "Только ограничьтесь одной строкой.";

вместо

char m1[] = "Только ограничьтесь одной строкой." ;

Можно быть уверенным, что число элементов, по крайней мере, на один (это снова нуль-символ) больше, чем длина строки. Как и в других статических или внешних массивах, любые неиспользованные элементы автоматически инициализируются нулем (который в символьном виде является нуль-символом, а не символом цифры нуль).
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Отметим, что в нашей программе массиву name задан размер:

char name[81];

Поскольку массив name должен читаться во время работы программы, у компилятора нет другого способа узнать заранее, сколько памяти нужно выделить для массива. Это не символьная константа, в которой компилятор может посчитать символы. Поэтому мы предположили, что 80 символов будет достаточно, чтобы поместить в массив фамилию пользователя.

### Массивы символьных строк.

Обычно бывает удобно иметь массив символьных строк. В этом случае можно использовать индекс для доступа к нескольким разным строкам. Покажем это на примере:

static char \*myta1[LIM] = {" Быстро складываю числа",

" Точно умножаю",

" Записываю данные" ,

" Правильно выполняю команды",

" Понимаю язык Си" };

Разберемся в этом описании. Вспомним, что LIM имеет значение 5, мы можем сказать, что mytal является массивом, состоящим из пяти указателей на символьные строки. Каждая строка символов, конечно же, представляет собой символьный массив, поэтому у нас есть пять указателей на массивы. Первым указателем является mytal [0], и он ссылается на первую строку. Второй указатель mytal[1] ссылается на вторую строку. Каждый указатель, в частности, ссылается на первый символ своей строки:

\*myta1[0] == 'Б', \*myta1[1] == 'Т', myta1[2] == 'З'

и т. д.

Инициализация выполняется по правилам, определенным для массивов. Тексты в кавычках эквивалентны скобочной записи

{{...}, {...}, ..., {...}};

где многоточия подразумевают тексты, которые мы поленились напечатать. В первую очередь мы хотим отметить, что первая последовательность, заключенная в двойные кавычки, соответствует первым парным скобкам и используется для инициализации первого указателя символьной строки. Следующая последовательность в двойных кавычках инициализирует второй указатель и т. д. Запятая разделяет соседние последовательности.

Кроме того, мы могли бы явно задавать размер строк символов, используя описание, подобное такому:

static char myta1[LIM][LINLIM];

Разница заключается в том, что второй индекс задает «прямоугольный» массив, в котором все «ряды» (строки) имеют одинаковую длину. Описание

static char \*myta1[LIM]

однако, определяет «рваный» массив, где длина каждого «ряда» определяется той строкой, которая этот «ряд» инициализировала. Рваный массив не тратит память напрасно.
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### Указатели и строки.

Возможно, вы заметили периодическое упоминание указателей в нашем рассказе о строках. Большинство операций языка Си, имеющих дело со строками, работает с указателями. Например, рассмотрим приведенную ниже бесполезную, но поучительную программу

/\* указатели и строки \*/

#include<stdio.h>

#define PX(X) printf("X = %s; значение = %u; &X = %u\n" , X, X, &Х)

void main ()

{

static char \*mesg = " He делай глупостей!";

static char \*copy;

copy = mesg;

printf("%s\n" , copy);

PX(mesg);

PX(copy);

}

Взглянув на эту программу, вы можете подумать, что она копирует строку «Не делай глупостей!», и при беглом взгляде на вывод вам может показаться правильным это предположение:

Не делай глупостей!

mesg = Не делай глупостей!, значение = 14, &mesg = 32

сору = Не делай глупостей!, значение = 14, &сору = 34

Но изучим вывод РХ(). Сначала X, который последовательно является mesg и сору, печатается как строка (%s). Здесь нет сюрприза. Все строки содержат «Не делай глупостей!».

Далее ... вернемся к этому несколько позднее.

Третьим элементом в каждой строке является &Х, т. е. адрес X. Указатели mesg и сору записаны в ячейках 32 и 34 соответственно.

Теперь о втором элементе, который мы называем значением. Это сам X. Значением указателя является адрес, который он содержит. Мы видим, что mesg ссылается на ячейку 14, и поэтому выполняется сору.

Смысл заключается в том, что сама строка никогда не копируется. Оператор сору = mesg; создает второй указатель, ссылающийся на ту же самую строку.

Зачем все эти предосторожности? Почему бы не скопировать всю строку? Хорошо, а что эффективнее — копировать один адрес или, скажем, 50 отдельных элементов? Часто бывает, что адрес — это все, что необходимо для выполнения работы.

Теперь, когда мы обсудили определение строк в программе, давайте займемся вводом строк.

## Ввод и вывод строк.

Во многих приложениях более естественно выполнять ввод и вывод информации не посимвольно, а большими последовательностями. Например, файл торговых работников может иметь по одной записи в строке, а одна запись может содержать четыре поля: имя торгового работника, основная зарплата, комиссионные и количество проданного товара; при этом поля разделяются пробелами. В этом случае очень неудобно использовать символьный ввод/вывод.

Процесс ввода строки выполняется за два шага: выделение памяти для запоминания строки и применение функции ввода для получения строки.

### Выделение памяти.

Сначала следует определить место для размещения строки при вводе. Как было отмечено раньше, это значит, выделить память, достаточную для размещения любых строк, которые мы предполагаем читать. Не следует надеяться, что компьютер подсчитает длину строки при ее вводе, а затем выделит для нее память. Он не будет этого делать (если только вы не напишите программу, которая должна это выполнять). Если вы попытаетесь сделать что-то подобное

static char \*name;

scanf(" %s", name);

компилятор, вероятно, выполнит нужные действия. Но при вводе имя будет записываться на данные или текст вашей программы. Большинство программистов считает это очень забавным, но только в чужих программах.

Проще всего включить в описание явный размер массива:

char name[81];

Можно также использовать библиотечные функции языка Си, которые распределяют память, и мы рассмотрим их позднее.

В нашей программе для name использовался автоматический массив. Мы смогли это сделать, потому что не требовалось инициализации массива.

Как только выделена память для массива, можно считывать строку. Мы уже упоминали, что программы ввода не являются частью языка. Однако большинство систем имеют две библиотечные функции scanf() и gets(), которые могут считывать строки. Чаще всего используется функция gets(), поэтому мы вначале расскажем о ней.

### Использование функций gets(), puts(), fgets() и fputs().

**Функция gets()** имеет следующий прототип:

char \*gets(char \*s);

Она выполняет считывание строки символов из стандартного входного потока и помешает их в переменную s. Символ перехода на новую строку '\n' заменяется символом '\0' при помещении в строку s. При использовании этой функции следует соблюдать осторожность, чтобы число символов, считанных из входного потока, не превысило размер памяти, отведенной для строки s.

**Функция puts()** имеет следующий прототип:

int puts(const char \*s);

Она выводит строку в стандартный выводной поток и добавляет символ перевода на новую строку '\n'. В случае успеха puts () возвращает неотрицательное значение. В противном случае она возвращает EOF.

Приведем пример использования функции вывода строк:

#include <stdio.h>

using namespace std;

int main ()

{

setlocale(LC\_ALL, "Rus");

char\* string = "Выводимая строка";

puts(string);

getchar(); getchar();

return 0;

}

**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAIcAAAATCAIAAAA1cokIAAAAAXNSR0IArs4c6QAAAAlwSFlzAAAOwwAADsEB9VnK5gAAAm5JREFUWEftV0t2wjAMxNlwHA7AhtvARbgGh2DNgg1LVnCepPrYQpVlEmjzeS9xX1+NY43GM5JDw+l02mw26/V6haOJv6umwWn6g9PAT2U0+JF24Qz21zV9CriTRghpRsHwMGIwdnEAVgTheAkMmEahJgTaEBkzHY5jdvokaRvhEz2ECxVxjsjxOBAGoWmwMhGQOaXDv1jQIqpAoRKOizU8q/EZjherSDSqFUIFZHDc7/fL5XI+nwU82vHLEseUhI1JwBK0hQXBExO4mOPoXzLmZSTKRGyjwglELYoBLzRSROeLdaNKSrwAMyqgWcEPeyPJSTmWNeqsCiBWimSR0iOzUnpT1eTSb2aKJaVHySqsD/jwfD63262j27I0ngLh8XgcDofj8Wg47Ha78VjNPXPFAogHMOH59XqduzbjnR+v1PGyL5l9BQK8V/b7/e124+bQjQJzvSgNJOsCqa873WSl9TyRBjdz95Fp8by5W29gl2d+Q7g3R+t5XTGZc0kf7U8lXyglxjjxpp7z605iS9dgq1g6HaMZpTipwTd5W3uwxFOQuW4M29a8uam5mC5/Qzi+V3TV54ICtPuakfWPtHYlc/G5KQ04J3X3t5rhbsjV/w4nj3Lruwt/60qJd16zupr+qFH38FJPSCV1h/ov6d/fJUa3jj09lbd9qds+7cJP97Nq/Xn5BR+gFHtFaLmXktuJ+jyS29SsrGv87i+9vAw1vr5pSwxLhVzi+b6BcnE64sjxS/xt3mH+tzf12Gt59nE1DU14GFf6UGpIzMWVIdWeaC77/8pEac6M1lS+g81M9pbjLr0yxXpYemWKrvwAyhv08rsnuH8AAAAASUVORK5CYII=)**

**Функция fgets()** имеет три аргумента, в то время как gets() имеет один.

Хороший способ чтения из файла дает функция fgets() (от "get string"):

char \*fgets(char \*buffer, size\_t length, FILE \*file);

Тут

* buffer -- это указатель на буфер, в который мы читаем;
* length -- это размер буфера;
* file -- это файл, из которого мы читаем (если читаем с клавиатуры, то разумно использовать stdin).

Функция возвращает строку. Эта функция делает примерно следующее. Она читает из файла file в буфер buffer не больше length-1 символов. Функция может прочитать не все length-1 символов в том случае, если она встретит конец строки, либо конец файла. Функция читает length-1 символ потому, что последний символ функция добавляет сама -- '\0'

Налицо быстрота и безопасность. Главное отличие от scanf-а заключается в том, что функция перестанет читать в тот момент, когда закончится буфер. Быстрота обусловлена тем, что функция scanf должна в момент выполнения разобрать форматную строку, в то время как fgets просто читает строку.

Вот пример ее использования:

/\* считывает файл строка за строкой \*/

#include <stdio.h>

#define MAXLIN 80

void main()

{

FILE \*f1;

char string[MAXLIN];

f1 = fopen("story.txt", "r");

while ( fgets(string, MAXLIN, f1) != NULL)

puts(string);

}

Первый из трех аргументов функции fgets() является указателем на местоположение считываемой строки. Мы располагаем вводимую информацию в символьный массив string.

Второй аргумент содержит +. Функция прекращает работу после считывания символа новой строки или после считывания символов общим числом MAXLIN — 1 (в зависимости от того, что произойдет раньше). В любом случае нуль-символ (' \0') добавляется в самый конец строки.

Третий аргумент указывает, конечно, на файл, который будет читаться.

Разница между gets() и fgets() заключается в том, что gets() заменяет символ новой строки на ' \0', в то время как fgets() сохраняет символ новой строки.

Подобно gets() функция fgets() возвращает значение NULL, если встречает символ EOF. Это позволяет вам проверить, как мы и сделали, достигли ли вы конца файла.

**Функция fputs()** очень похожа на puts(). Оператор

fputs(\* Вы были правы.", fileptr);

передает строку " Вы были правы." в файл, на который ссылается указатель fileptr типа FILE. Конечно, сначала нужно открыть файл при помощи функции fopen(). В самом общем виде это выглядит так

status = fputs(указатель строки, указатель файла);

где status является целым числом, которое устанавливается в EOF, если fputs() встречает EOF или ошибку.

Подобно puts() эта функция не ставит завершающий символ '\0' в конец копируемой строки. В отличие от puts() функция fputs() не добавляет символ новой строки в ее вывод.

Есть еще одно средство, которое может оказаться полезным, и мы его сейчас обсудим.

В соответствии со структурой файла лучше рассматривать каждую запись как символьную строку и единицу информации при считывании и записи. Для этого пригодна функция fgets(), которая считывает не отдельные символы, а целые строки. Вдобавок к функции fgets() и ее дополнению fputs() имеются аналогичные макросы gets() и puts().

Функция fgets() имеет три параметра: адрес массива, в котором хранится строка символов, максимальное число хранимых символов и указатель на считываемый файл. Эта функция считывает символы в массив до тех пор, пока количество введенных символов не будет на единицу меньше указанного размера (все символы, включая символ перевода строки) или не будет обнаружен признак конца файла.

Если fgets() считывает символ перевода строки, то он запоминается в массиве. Если считывается хотя бы один символ, то функция автоматически добавляет признак конца строки — null-символ \0. Предположим, что файл BOATSALE.DAT выглядит следующим образом:

Pat Pharr 32767 0.15 30 Beth Mollen 35000 0.12 23 Gary Kohut 40000 0.15 40

Если предположить, что максимальная длина строки равна 40 символам включая символ перевода строки, то следующая программа будет читать записи из файла и записывать их на стандартное устройство вывода:

/\*Программа на С, демонстрирующая считывание записей при помощи

функции fgets и их вывод на stdout при помощи функции fputs\*/

#include "stdafx.h"

#include "E:\LECTURE\AlgorithmProgramming\Universal\_HederFile.h"

void StopWait(void);

#define INULL\_CHAR 1

#define IMAX\_REC\_SIZE 40

main()

{

FILE \*pfinfile;

char crecord[IMAX\_REC\_SIZE + INULL\_CHAR];

pfinfile=fopen("E:\\LECTURE\\AlgorithmProgramming\\boatsale.dat", "r");

while(fgets(crecord,IMAX\_REC\_SIZE +INULL\_CHAR,pfinfile) != NULL)

fputs(crecord,stdout);

fclose(pfinfile) ;

StopWait(); /\* Wait a little \*/

return (0);

}

Поскольку максимальный размер записи равен 40, то необходимо зарезервировать 41 ячейку в памяти; дополнительная ячейка должна хранить null-символ \0. Программа не использует при печати записей дополнительный символ перевода строки; расчет делается на символ перевода строки, считанный в символьный массив функцией fgets(). Функция fputs() печатает содержимое символьного массива crecord в файл stdout, на который указывает указатель файла.

Если программа обращается к файлу в каталоге, отличном от того, в котором располагается компилятор, то в имени файла нужно указать полный путь. Обратите на это внимание в приведенном примере; две обратные наклонные черты (\\) синтаксически необходимы для указания подкаталога. Напоминаем, что одна наклонная черта (\) обычно указывает на то, что далее следует управляющая последовательность или продолжение строки.

Хотя функции gets() и fgets() используются аналогичным образом, функции puts() и fputs() работают по-разному. Функция fputs() записывает в файл и имеет два параметра: адрес символьной строки, заканчивающейся null-символом, и указатель на файл; fputs() просто копирует строку в указанный файл. Символ перевода строки в конце строки не добавляется.

Однако макрос puts() не требует указателя на файл, поскольку вывод автоматически назначается на stdout; в конце выводимой строки автоматически добавляется символ перевода строки.

Функция считывания строки gets() очень удобна для диалоговых систем. Она получает строку от стандартного устройства ввода вашей системы, которым, как мы предполагаем, является клавиатура. Поскольку строка не имеет заранее заданной длины, функция gets() должна знать, когда ей прекратить работу. Функция читает символы до тех пор, пока ей не встретится символ новой строки (' \n'), который вы создаете, нажимая клавишу [ввод]. Функция берет все символы до (но не включая) символа новой строки, присоединяет к ним нуль-символ ('\0') и передает строку вызывающей программе. Вот простой способ использования функции:

/\* получение имени1 \*/

#include <stdio.h>

void main ()

{

char name[81]; /\* выделение памяти \*/

printf("Privet, kak vas zovyt?\n");

gets(name); /\* размещение введенного имени в строку "name" \*/

printf("Horoshee imya, %s.\n", name);

}
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Функция примет любое имя (включая пробелы) длиной до 80 символов. (Не забудьте запасти один символ для ' \0' .)

Отметим, что мы хотели при помощи функции gets() воздействовать на нечто (name) в вызывающей программе. Значит, нужно использовать указатель в качестве аргумента; а имя массива, конечно, является его указателем.

Функция gets () обладает большими возможностями, чем показано в последнем примере. Взгляните на эту программу:

/\* получение имени2 \*/

#include <stdio.h>

void main ()

{

char name [80];

char \*ptr, \*gets (char \*string);

printf(" Привет, как вас зовут?\n");

ptr = gets(name);

printf(" %s? Ax! %s!\n", name, ptr);

}

Получился диалог:
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Функция gets () предоставляет вам два способа ввода строки!

* Использует метод указателей для передачи строки в name.
* Использует ключевое слово return для возврата строки в ptr. Напомним, что ptr является указателем на тип char. Это означает, что gets() должна вернуть значение, которое является указателем на тип char. И в приведенном выше изложении вы можете увидеть, что мы так и описали gets ().

Описание вида

char \*gets ();

говорит о том, что gets() является функцией (отсюда круглые скобки) типа «указатель на тип char» (поэтому \* и char). В примере получение имени1 мы обходились без этого описания, потому что мы никогда не пытались использовать возвращенное значение функции gets().

Между прочим, вы можете также описать указатель на функцию. Это выглядело бы следующим образом:

char (\*foop) ();

и foop был бы указателем на функцию типа char. Мы расскажем немного подробнее о таких причудливых описаниях позднее.

Структура функции gets() выглядела бы примерно так:

char \*gets(s);

char \*s;

{

char \*p;

...

return (p);

}

На самом деле структура немного сложнее, и для gets () есть две возможности возврата. Если все идет хорошо, она возвращает считанную строку, как мы уже сказали. Если что-то неправильно или если gets() встречает символ EOF, она возвращает NULL, или нулевой адрес. Таким образом gets () включает разряд проверки ошибки.

Поэтому данная функция удобна для использования в конструкциях, подобных

while (gets(name) != NULL)

где NULL определен в файле stdio.h как 0. При помощи указателя массиву name присваивается значение. Наличие возврата позволяет присваивать значение всей gets(name) и выполнять проверку на EOF. Этот двоякий подход более компактен, чем использование функции getchar(), которая имеет возврат без аргумента.

while ( (ch = getchar ()) ! = EOF)

Мы должны полагаться на библиотечные функции, которые могут немного изменяться от системы к системе. Функции puts() и printf() — две рабочие лошадки, используемые при выводе строк.

Это очень простая функция; у нее есть только один аргумент, являющийся указателем строки. Нижеследующий пример иллюстрирует некоторые из многих способов ее применения.

/\* простые выдачи \*/

#include <stdio.h>

#define DEF "Я строка #define."

void main ()

{

static char str1[] = "Массив инициализирован мной ." ;

static char \*str2 = "Указатель инициализирован мной.";

puts(" Я аргумент функции puts ().");

puts(DEF);

puts(str1);

puts(str2);

puts(&str1[4]);

puts(str2+4);

}

В результате работы программы получаем
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Этот пример напоминает нам, что фразы в кавычках и имена строк символьных массивов являются указателями. Обратите внимание на два последних оператора. Указатель &str1[4] ссылается на пятый элемент массива str1. Этот элемент содержит символ 'и', и функция puts () использует его в качестве начальной точки. Аналогично str2 + 4 ссылается на ячейку памяти, содержащую 'а' в «указателе», и с нее начинается вывод строки.

Как puts () узнает, когда остановиться? Она прекращает работу, если встречает нуль-символ, поэтому лучше, чтобы он был. Не пытайтесь делать так!

/\* нет строки1 \*/

main ()

{

static char dont[] = ('H', 'I' , '!','!');

puts(dont); /\* dont не является строкой \*/

}

Поскольку в dont отсутствует завершающий нуль-символ, она не является строкой. Так как нуль-символ отсутствует, puts () не знает, когда ей останавливаться. Она будет просто перебирать ячейки памяти, следующие за dont до тех пор, пока не найдет где-нибудь нуль-символ. Если повезет, она, может быть, найдет его в ближайшей ячейке, но может и не повезти.

Обратите внимание, что любая строка, вводимая функцией puts(), начинается с новой строки. Если puts() в конце концов находит завершающий нуль-символ, она заменяет его символом «новой строки» и затем выводит строку.

## Функции, работающие со строками.

Большинство библиотек языка Си снабжено функциями, работающими со строками. Рассмотрим четыре наиболее полезных и распространенных: strlen (), strcat (), strcmp () и strcpy().

Мы уже применяли функцию strlen (), которая находит длину строки. Используем ее в нижеследующем примере функции, укорачивающей длинные строки.

### Функция strlen().

/\* Функция Прокруста \*/

fit(string, size)

char \*string;

int size;

{

if (strlen(string) > size)

\*(string + size) = ' \0';

}

Проверьте ее в «деле» в этой тестовой программе:

/\* тест \*/

main ()

{

static char mesg[] = "Ну, теперь держитесь, компьютероманы.";

puts(mesg);

fit(mesg, 10);

puts(mesg);

}

Текст программы имеет вид:

#include<stdio.h>

#include <string.h>

void fit(char \*string, int size);

void main ()

{

static char mesg[] = "Ну, теперь держитесь, компьютероманы.";

puts(mesg);

fit(mesg, 10);

puts(mesg);

}

void fit(char \*string,int size)

{

if (strlen(string) > size)

\*(string + size) = ' \0';

}
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Наша функция помешает символ '\0' в одиннадцатый элемент массива, заменяя символ пробела. Остаток массива остается на старом месте, но puts () прекращает работу на первом нуль-символе и игнорирует остаток массива.

### Функция strcat().

Вот что умеет делать функция strcat ():

/\* объединение двух строк \*/

#include <stdio.h>

#include<string.h>

void main ()

{

static char flower [80];

static char addon[] = "ы пахнут старыми ботинками.";

puts(" Назовите ваш любимый цветок.");

gets(flower);

strcat(flower, addon);

puts(flower);

}

Получаем на экране:
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Очевидно, что strcat () (string concatenation) использует в качестве аргументов две строки. Копия второй строки присоединяется к концу первой, и это объединение становится новой первой строкой. Вторая строка не изменяется.

Внимание! Эта функция не проверяет, умещается ли вторая строка в первом массиве. Если вы ошиблись при выделении памяти для первого массива, то у вас возникнут проблемы. Конечно, можно использовать strlen () для определения размера строки до объединения.

/\* Объединение двух строк, проверка размера первой \*/

#include< stdio.h>

#include<string.h>

#define SIZE 80

void main ()

{

static char flower [SIZE];

static char addon[] = "ы пахнут старыми ботинками.";

puts("Назовите ваш любимый цветок.");

gets(flower);

if ( (strlen(addon) + strlen(flower) + 1) < SIZE)

strcat(flower, addon);

puts(flower);

}
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Мы добавляем 1 к объединенной длине для размещения нуль-символа.

### Функция strcmp().

Предположим, что вы хотите сравнить чей-то ответ со строкой, находящейся в памяти:

/\* Будет ли это работать? \*/

#include <stdio.h>

#include <string.h>

#define ANSWER "Grant"

main ()

{

char chance [40];

puts("Who was buried in the Grant's grave?");

gets(chance);

while(chance != ANSWER)

{

puts(" No, incorrectly. Try again, please.");

gets(chance);

}

puts (" You all right!");

}
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Хотя эта программа и смотрится неплохо, она не будет работать правильно,chance и ANSWER на самом деле являются указателями, поэтому сравнение (chance != ANSWER) спрашивает не о том, одинаковы ли эти две строки, а одинаковы ли два адреса, на которые ссылаются chance и ANSWER. Так как ANSWER и chance запоминаются в разных ячейках, эти два указателя никогда не могут быть одним и тем же, и пользователю всегда сообщается, что программа неверна. Такие программы обескураживают людей.

Нам нужна функция, которая сравнивает содержимое строк, а не их адреса. Можно было бы придумать ее, но это уже сделала за нас функция strcmp () (string comparision).

Теперь исправим нашу программу:

/\* это будет работать \*/

#include <stdio.h>

#include <string.h>

#define ANSWER "Grant"

void main ()

{

char chance [40];

puts("Who was buried in the Grant's grave?");

gets(chance);

while (strcmp(chance, ANSWER) != 0)

{

puts(" No, incorrectly. Try again, please.");

gets(chance);

}

puts(" You all right!");

}

**![](data:image/png;base64,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)**

Так как ненулевые значения интерпретируются всегда как «true», мы можем сократить оператор while до while (strcmp(chance, ANSWER)).

Из этого примера можно сделать вывод, что strcmp () использует два указателя строк в качестве аргументов и возвращает значение 0, если эти две строки одинаковы. Прекрасно, если вы придете к такому выводу.

Хорошо, что strcmp() сравнивает строки, а не массивы. Поэтому, хотя массив chance занимает 40 ячеек памяти, а " Grant" — только 6 (не забывайте, что одна нужна для нуль-символа), сравнение выполняется только с частью try, до его первого нуль-символа. Такую функцию Strcmp () можно использовать для сравнения строк, находящихся в массивах разной длины.

А что если пользователь ответил " GRANT" или "grant" или "Улиссес С. Грант"? Хорошо, если пользователю сказали, что он ошибся? Чтобы сделать программу гибкой, вы должны предусмотреть несколько допустимых правильных ответов. Здесь есть некоторые тонкости. Вы могли бы в операторе #define определить в качестве ответа "GRANT" и написать функцию, которая превращает любой ответ только в это слово. Это устраняет проблему накопления, но остаются другие поводы для беспокойства.

Между прочим, какое значение возвращает strcmp(), если строки не одинаковы? Вот пример:

/\* возвраты функции strcmp \*/

#include <stdio.h>

#include<string.h>

void main ()

{

printf("%d\n" , strcmp("A" , "A"));

printf("%d\n" , strcmp("A" , "B"));

printf("%d\n" , strcmp("B" , "A"));

printf(" %d\n", strcmp("C" , "A"));

printf(" %d\n" , strcmp("apples" , "apple"));

}
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В результате получаем

0

-1

1

2

115

Как мы и предполагали, сравнение "А" с самим собой возвращает 0. Сравнение "А" с "В" дает -1, а "В" с "А" дает 1. Это наводит на мысль, что strcmp() возвращает отрицательное число, если первая строка предшествует второй в алфавитном порядке, или положительное число, если порядок иной. Кроме того, сравнение "С" с "А" дает 2 вместо 1. Картина проясняется: функция возвращает разницу между двумя символами в коде ASCII. В более общем смысле strcmp() передвигается вдоль строк до тех пор, пока не находит первую пару несовпадающих символов; затем она возвращает разницу в кодах ASCII. Например, в самом последнем примере "apples" и "apple" совпадают, кроме последнего символа 's', в первой строке. Он сопоставляется с шестым символом в "apple", который является нуль-символом (0 в ASCII).

Возвращается значение

's' - '\0' = 115 - 0 = 115,

где 115 является кодом буквы 's' в ASCII.

Обычно вам не нужно точно знать возвращаемое значение. Чаще всего вы только хотите знать, нуль это или нет, т. е. было ли совпадение. Или, может быть, вы пытаетесь отсортировать строки в алфавитном порядке и хотите узнать, в каком случае сравнение дает положительный, отрицательный или нулевой результат.

Можно использовать эту функцию, чтобы проверить, остановится ли программа, читая вводимую информацию:

/\* Начало какой-то программы \*/

#include < stdio.h>

#define SIZE 81

#define LIM 100

#define STOP " "/\* нулевая строка \*/

main ()

{

static char input [LIM] [SIZE];

int ct = 0;

while(gets(input[ct]) != NUL && strcmp(input[ct], STOP) != 0 && ct++ < LIM)

...

}

Программа прекращает чтение вводимой строки, если встречает символ EOF [в этом случае gets () возвращает NULL], или если вы нажимаете клавишу [ввод] в начале строки (т. е. введете пустую строку), или если вы достигли предела LIM. Чтение пустой строки дает пользователю простой способ прекращения ввода.

Давайте перейдем к последней из обсуждаемых нами функций, работающих со строками.

### Функция strcpy().

Мы уже говорили, что если pts1 и pts2 являются указателями строк, то выражение

pts2 = pts1;

копирует только адрес строки, а не саму строку. Предположим, что вы все же хотите скопировать строку. В этом случае можно использовать функцию strcpy (). Она работает примерно так:

/\* демонстрация strcpy () \*/

#include <stdio.h>

#include <string.h>

#define WORDS "Проверьте, пожалуйста, вашу последнюю запись. "

void main ()

{

static char \*orig = WORDS;

static char copy [40];

puts(orig);

puts(copy);

strcpy(copy, orig);

puts(orig);

puts(copy);

}

Вот результат:
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Очевидно, что строка, на которую указывает второй аргумент (orig) функции strcpy (), скопирована в массив, на который указывает первый аргумент (сору). Порядок аргументов функции такой же, как в операторе присваивания: строка, получающая значение, стоит слева. (Пустая строка является результатом печати массива сору до копирования, и она говорит о том, что статические массивы инициализируются нулями, т. е. нуль-символами в символьном виде.)

Нужно обеспечить, чтобы размер массива, принимающего строку, был достаточен для ее размещения. Поэтому мы используем описание

static char copy [40];

а не

static char \*copy; /\* не выделяет память для строки \*/

Короче говоря, strcpy() требует два указателя строк в качестве аргументов. Второй указатель, ссылающийся на исходную строку, может быть объявленным указателем, именем массива или строковой константой. А первый указатель, ссылающийся на копию, должен ссылаться на массив или часть массива, имеющего размер, достаточный для размещения строки.

Теперь, когда мы описали несколько функций, работающих со строками, рассмотрим целую программу, работающую со строками.

**Пример: сортировка строк.**

Возьмем реальную задачу сортировки строк в алфавитном порядке. Эта задача может возникнуть при подготовке списка фамилий, при создании алфавитного указателя и во многих других ситуациях. В такой программе одним из главных инструментов является функция strcmp(), так как ее можно использовать для определения старшинства двух строк. Последовательность наших действий будет состоять из считывания массива строк, их сортировки и последующего вывода. Совсем недавно мы показали последовательность действий для считывания строк, и сейчас мы начнем программу таким же образом.

/\* считывает строки и сортирует их \*/

#include <stdio.h>

#define SIZE 81 /\* предельная длина строки, включая\0 \*/

#define LIM 20 /\* максимальное количество считываемых строк \*/

#define HALT " " /\* нулевая строка для прекращения ввода \*/

main ()

{

static char input [LIM] [SIZE]; /\* массив для запоминания вводимых строк \*/

char \*ptstr[LIM]; /\* массив переменных типа указатель \*/

int ct = 0; /\* счетчик вводимых строк \*/

int k; /\* счетчик выводимых строк \*/

printf(" Введите до %d строк и я их отсортирую.\n" , LIM);

printf(" Для прекращения ввода нажмите клавишу [ввод] в начале строки\n");

while( ( gets(input[ct]) != NULL) && strcmp(input[ct], HALT) != 0&& ct++ < LIM)

ptstr[ct - 1] = input [ct - 1]; /указывает на еще не отсортированный ввод \*/

stsrt(ptstr, ct); /\* сортировка строк \*/

puts(\* \nВот отсортированный список строк:\n");

for (k = 0; k < ct; k++ )

puts(ptstr[k]); /\* указатели на отсортированные строки \*/

}

/\* функция сортировки строк с использованием указателей \*/

stsrt(strings, num)

char \*strings[];

int num;

{

char \*temp;

int top, seek;

for (top = 0; top < num - 1; top++ )

for (seek = top + 1; seek < num; seek++)

if (strcmp(strings[top], strings[seek]) > 0)

{

temp = strings [top];

strings [top] = strings [seek];

strings [seek] = temp;

}

}

Исходный текст программы будет иметь вид:

/\* считывает строки и сортирует их \*/

#include <stdio.h>

#include <string.h>

#define SIZE 81 /\* предельная длина строки, включая\0 \*/

#define LIM 20 /\* максимальное количество считываемых строк \*/

#define HALT " " /\* нулевая строка для прекращения ввода \*/

void stsrt(char \*strings[], int num)

{

char \*temp;

int top, seek;

for (top = 0; top < num - 1; top++ )

for (seek = top + 1; seek < num; seek++)

if (strcmp(strings[top], strings[seek]) > 0)

{

temp = strings [top];

strings [top] = strings [seek];

strings [seek] = temp;

}

}

void main ()

{

static char input [LIM] [SIZE]; /\* массив для запоминания вводимых строк \*/

char \*ptstr[LIM]; /\* массив переменных типа указатель \*/

int ct = 0; /\* счетчик вводимых строк \*/

int k; /\* счетчик выводимых строк \*/

printf(" Введите до %d строк и я их отсортирую.\n" , LIM);

printf(" Для прекращения ввода нажмите клавишу [ввод] в начале строки\n");

while( ( gets(input[ct]) != NULL) && strcmp(input[ct], HALT) != 0&& ct++ < LIM)

ptstr[ct - 1] = input [ct - 1]; /\*указывает на еще не отсортированный ввод \*/

stsrt(ptstr, ct); /\* сортировка строк \*/

puts(" \nВот отсортированный список строк:\n");

for (k = 0; k < ct; k++ )

puts(ptstr[k]); /\* указатели на отсортированные строки \*/

}
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Вывод строк на печать не составляет проблемы, а для сортировки можно взять тот же алгоритм, который использовался раньше для чисел. Сейчас мы применим один хитрый трюк: посмотрим, сможете ли вы его заметить.

Для проверки возьмем детский стишок.

Введите до %d строк и я их отсортирую.

Для прекращения ввода нажмите клавишу [ввод] в начале строки

Жил на свете человек

Скрюченные ножки

И гулял он целый век

По скрюченной дорожке

Вот отсортированный список строк

Жил на свете человек

И гулял он целый век

По скрюченной дорожке

Скрюченные ножки

Детские стишки не кажутся слишком искаженными после сортировки их по алфавиту.

Трюк состоит в том что вместо перегруппировки самих строк мы перегруппировали их указатели. Разберемся в этом. В начале ptrst[0] ссылается на input[0] и т. д. Каждый input[] является массивом из 81 элемента, а каждый элемент ptrst[] является отдельной переменной. Процедура сортировки перегруппировывает ptrst, не трогая input. Если, например, input[1] стоит перед input[0] по алфавиту, то программа переключает указатели ptrst, в результате чего ptrst[0] ссылается на input[1], a ptrst[1] на input[0]. Это гораздо легче, чем, используя strcpy (), менять местами две введенные строки. Просмотрите еще раз этот процесс на рисунке.

И наконец, давайте попытаемся заполнить пробелы, оставшиеся в нашем описании, а именно «пустоту» между скобками в функции main().

## Создание собственных функций ввода/вывода.

Не ограничивайте себя при вводе и выводе только этими библиотечными функциями. Если у вас нет нужной функции, или она вам не нравится, можно создавать свои собственные версии, используя для этого getchar() и putchar().

Предположим, у вас нет функции puts(). Вот один из путей ее создания:

/\* put1---- печатает строку \*/

put1 (string);

char \*string;

{

while(\*string != ' \0')

putchar(\*string++ );

putchar(' \n');

}

Символьный указатель string вначале ссылается на первый элемент вызванного аргумента. После печати его содержимого указатель увеличивается и ссылается уже на следующий элемент. Это продолжается до тех пор, пока указатель не дойдет до элемента, содержащего нуль-символ. Затем в конце строки будет поставлен символ новой строки.

Предположим, у вас есть puts(), но вам нужна функция, которая, кроме того, сообщает, сколько напечатано символов. Эту возможность легко добавить:

/\* put2-----печатает строку и считывает символы \*/

put2 (string);

char \*string;

{

int count = 0;

while (\*string != ' \0')

{

putchar(\*string ++);

count ++;

}

putchar(' \n');

return(count);

}

Вызов

put2("пицца");

печатает строку пицца, в то время как оператор

num = puts("пицца");

передаст, кроме того, количество символов в num; в данном случае это число 5. Вот несколько более сложный вариант, показывающий вложенные функции:

/\* вложенные функции \*/

#include <stdio.h>

main ()

{

put1 ("Если бы я имел столько денег, сколько могу потратить,");

рrintf("Я считаю %d символа\n",

put2 ("Я никогда бы не жаловался, что приходится чинить старые стулья."));

}

Исходный текст программы будет иметь следующий вид:

/\* вложенные функции \*/

#include <stdio.h>

/\* put1---- печатает строку \*/

void put1 (char \*string)

{

while(\*string != '\0')

putchar(\*string++ );

putchar(' \n');

}

/\* put2-----печатает строку и считывает символы \*/

int put2 (char \*string)

{

int count = 0;

while (\*string != '\0')

{

putchar(\*string ++);

count ++;

}

putchar(' \n');

return(count);

}

void main ()

{

put1 ("If I had so much money, how much I could spent,");

printf("I count %d simbols\n", put2 ("I would never complain about needs to repair old chairs."));

}

(Мы включили в программу при помощи директивы #include файл Stdio.h, потому что в нашей системе в нем определена функция putchar(), а она используется в нашей новой функции.)

Да-а, мы используем функцию printf() для печати значения put2(), но в процессе нахождения значения put2() компьютер должен сначала заставить ее поработать — напечатать строку. Вот что получается при этом:

**![](data:image/png;base64,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)**

Теперь вы можете построить работающую версию функции gets (); она должна быть похожа на нашу функцию getint (), но гораздо проще ее.

## Проверка и преобразование символов.

Заголовочный файл ctype.h содержит несколько функций макроопределений, которые проверяют, к какому классу принадлежат символы. Функция isalpha(c), например, возвращает ненулевое значение (истина), если с является символом буквы, и нуль (ложь), если символ не является буквой. Таким образом,

isalpha('S') != 0, но isalpha('#') ==0

Ниже перечислены функции, чаще всего находящиеся в этом файле. В каждом случае функция возвращает ненулевое значение, если с принадлежит к опрашиваемому классу, и нуль в противном случае.

**ФУНКЦИЯ ПРОВЕРЯЕТ, ЯВЛЯЕТСЯ ЛИ c**

isalpha(c) буквой

isdigit(c) цифрой

islower(c) строчной буквой

isspace(c) пустым символом (пробел, табуляция или новая строка)

isupper(c) прописной буквой

Ваша система может иметь дополнительные функции, такие как

**ФУНКЦИЯ ПРОВЕРЯЕТ, ЯВЛЯЕТСЯ ЛИ c**

isalnum(c) алфавитно-цифровым (буква или цифра)

isascii(c) кодом ASCII (0—127)

iscntrl(c) управляющим символом

ispunct(c) знаком пунктуации

Еще две функции выполняют преобразования:

toupper(c) преобразует с в прописную букву

tolower(c) преобразует с в строчную букву

В некоторых системах преобразование выполняется только в случае, если символ находится в регистре (прописных или строчных букв), противоположном тому, с которого следует начинать. Однако надежнее предварительно проверить регистр.

Ниже дана программа, использующая некоторые из этих функций для преобразования всего файла в прописные, или строчные буквы, по вашему желанию. Для получения небольшого разнообразия используем диалоговый подход, вместо того чтобы применять аргументы командной строки для снабжения программы информацией.

/\* преобразование строчных букв в прописные и обратно \*/

#include <stdio.h>

#include < ctype.h> /\* включает файл макроопределений \*/

#define. UPPER 1

#define LOWER 0

main()

{

int crit; /\* для установки регистра прописных или строчных букв \*/

char file1[14], file2[14]; /\* имена входного и выходного файлов \*/

crit = choose(); /\* выбирает прописные или строчные буквы \*/

getfiles(file1, file2); /\* получает имена файлов \*/

conv(file1, file2, crit); /\* выполняет преобразование \*/

}

choose()

{

int ch;

printf(" Программа преобразует весь файл в прописные буквы или \n");

printf(" в строчные буквы. Вводит U, если нужны прописные буквы\n");

printf(" или вводит L, если нужны строчные буквы.\n");

while ( (ch = getchar()) != 'U' && ch != 'u' && ch ! = 'L' && ch !='!')

printf(" Введите, пожайлуста, U или L.\n");

while (getchar() != '\n')

; /\* сбрасывает последний символ новой строки \*/

if ( ch == 'U' || ch == 'u')

{

printf(" Все в порядке, есть регистр прописных букв.");

return(UPPER);

}

else

{

printf(" Все в порядке, есть регистр строчных букв." );

return(LOWER);

}

}

getfiles(name1, name2);

char \*name1, name2;

{

printf(" Какой файл вы хотите преобразовать? \n" );

gets(name1);

printf(" Это\" %s\" \n", name1);

printf(" Какое имя вы хотите выбрать для преобразуемого файла? \n");

while ( strcmp(gets(name2), name1) == NULL)

printf(" Выберите другое имя\n" );

printf(" Ваш выходной файл\" %s\" \n", name2);

}

conv(name1, name2, crit)

char \*name1, name2;

int crit;

{

int ch;

FILE \*f1, \*f2;

if ( (f1 = fopen(name1, "r")) == NULL)

printf("Извините, я не могу открыть %s. До свидания.\n" , name1);

else

{

puts(" Итак, начнем!");

f2 = fopen(name2, "w");

while ( (ch = getc(f1)) != EOF)

{

if (crit == UPPER)

ch = islower(ch) ? toupper(ch) : ch;

else

ch = isupper(ch) ? tolower(ch) : ch;

putc(ch, f2);

}

fclose(f2);

fclose(f1);

puts(" Сделано!");

}

}

Мы разделили программу на три части: получение от пользователя указания о виде преобразования, получение имени входного и выходного файлов и выполнение преобразования. Чтобы осуществить все это, мы создали разные функции для каждой -части.

Функция choose() довольно проста за исключением, может быть, цикла

while( getchar() ! = ' \n')

;

Этот цикл включен для решения проблемы, с которой мы столкнулись раньше. Когда пользователь отвечает на вопрос о виде преобразования, скажем, буквой U, он нажимает клавишу U, а затем клавишу [ввод], которая передает ' \n'. Первоначальная функция getchar() извлекает U, но оставляет ' \n' для следующего чтения строки. Функция gets(), входящая в getnames(), интерпретировала бы ' \n' как пустую строку, поэтому мы использовали малый цикл while, чтобы избавиться от символа «новая строка». Действительно, простая getchar(), сделала бы это, если бы пользователь непосредственно за U нажимал бы [ввод]. Но наша версия, кроме того, предусматривает возможность нажать на клавишу пробела несколько раз перед [ввод].

В функции getnames() для вас не должно быть сюрпризов. Учтите, что мы запрещаем пользователю применять одинаковые имена для выходного и входного файлов. Стандартная версия функции fopen() не позволяет вам и читать и записывать один и тот же файл, если вы открыли его один раз.

Функция conv() является функцией копирования с выполнением преобразования. Значение crit используется для определения требуемого преобразования. Работа выполняется простым условным оператором, таким как

ch = islower(ch) ? toupper(ch) : ch;

Он проверяет, является ли ch строчной буквой. Если да, то символ преобразуется в прописную букву. Если нет, остается как есть.

Макрофункции файла ctype.h предоставляют удобные и полезные средства для программирования. Теперь давайте займемся некоторыми более сложными функциями преобразования.

## Преобразования символьных строк: atoi(), atof().

Использование scanf() для считывания цифровых значений не является самым надежным способом, поскольку scanf() легко ввести в заблуждение ошибками пользователей при вводе чисел с клавиатуры. Некоторые программисты предпочитают считывать даже числовые данные как символьные строки и преобразовывать строку в соответствующее числовое значение. Для этого используются функции atoi() и atof(). Первая преобразует строку в целое, вторая — в число с плавающей точкой. Вот образец их использования:

/\* включение atoi() \*/

#include <stdio.h>

#include <windows.h>

#include<ctype.h>

#define issign(c) ( ((c) =='-' || (c) =='+')? (1) : (0))

#define SIZE 10

#define YES 1

#define NO 0

void main()

{

char ch;

static char number [SIZE];

int value;

int digit = YES;

int count = 0;

puts(" Enter integer number.");

gets(number);

if (number[SIZE - 1] != '\0')

{

puts(" Too many numbers; You killed me.");

exit(1);

}

while ( (ch = number [count]) != '0' && digit == YES)

if( !issign(ch) && !isdigit(ch) && !isspace(ch) )

digit = NO;

if ( digit == YES)

{

value = atoi(number);

printf("The number was %d.\n" , value);

}

else

printf(" It doesn't look like integer.");

}

Мы предусмотрели проверку некоторых ошибок.

Во-первых, следует посмотреть, умещается ли входная строка в предназначенном для нее массиве. Поскольку number является статическим символьным массивом, он инициализируется нулями. Если последний элемент массива не является нулем, значит что-то неверно, и программа прекращает работу. Здесь мы использовали библиотечную функцию exit(), которая выводит нас из программы. Немного позже мы расскажем кратко об этой функции.

Затем посмотрим, не содержит ли строка что-нибудь кроме пробелов, цифр и алгебраических знаков. Функция отвергает такие строки, как «дерево» или «1.2Е2». Ее устраивает смесь, подобная «3 - 4 + 2», но atoi() будет выполнять дальнейший отбор. Вспомним, что ! является операцией отрицания, поэтому !isdigit(c) означает: «с не является цифрой».

Строка

value = atoi(number);

показывает, как используется функция atoi(). Ее аргумент является указателем символьной строки; в этом случае мы применили имя массива number. Функция возвращает целое значение для такой строки. Таким образом, «1234» является строкой из четырех символов и переводится в 1234 — единое число типа int.

Функция atoi() игнорирует ведущие пробелы, обрабатывает ведущий алгебраический знак, если он есть, и обрабатывает цифры вплоть до первого символа, не являющегося цифрой. Поэтому наш пример «3 - 4 + 2» был бы превращен в значение 3.

Функция atof() выполняет подобные действия для чисел с плавающей точкой. Она возвращает тип double, поэтому должна быть описана как double в использующей ее программе.

Простые версии atof() будут обрабатывать числа вида 10.2, 46 и —124.26. Более мощные версии преобразуют также экспоненциальную запись, т. е. числа, подобные 1.25Е — 13.

Ваша система может также иметь обратные функции, работающие в противоположном направлении. Функция itоа() будет преобразовывать целое в символьную строку, а функция ftoa() преобразовывать число с плавающей точкой в символьную строку.

В то время как фунция fgets читеат обычную строку, функция scanf может читать и различные другие типы (целые, вещественные числа).

В языке C есть семейство функций - atoi (a -- ASCII, i -- integer):

N = atoi(string);

Функция принимает единственный параметр строку и пытается ее привести в типу int. Надо заметить, что функция atoi безопасная, но не очень удобная. Безопасная в том смысле, что не сломается: atoi("25a") == 25. "Неудобства" заключаются в том, то если мы передаем в качестве параметра строку, в которой есть не только числа, нужно быть очень внимательным и знать, как работает эта функция. Функция atoi никак не проинформирует нас, если преобразование прошло неудачно.

Например, atoi("abc") == 0, что на самом деле не совсем соответствует действительности. Использовать функцию atoi нужно лишь в том случае, когда вы уверены, что в строке есть число.

Родственные функции: atol, atoll, atof, strtol.

Им соответствуют функции для преобразования в типы long, long long и float.

Рассмотрим подробнее strtol:

long strtol(char \*buffer, char \*\*endPtr, int base);

Тут

buffer -- это указатель на буфер, из которого мы читаем;

endPtr -- это переменная, которая используется для того, чтобы сообщить нам насколько успешно произошло преобразование; это указатель на char \*, в котором записан первый символ, который не смог проинтерпретироваться с помощью функции strtol;

Применение выглядит примерно так:

char \*end;

char \*ptr = "25a";

int N = strtol(ptr, &end, 10);

Теперь end указывает на "a".

if (ptr == end) {

// ничего не получилось прочитать

}

* base -- это основание системы счисления, с которой мы работаем (от 2 до 36);
* Функция возвращает целое число типа long.

**Более мощное средство**

Есть более мощное средство, чем нежели fgets + atoi. Речь идет о функции sscanf. Вместо использования функции fscanf(f, "%d", &N) можно использовать связку:

fgets(ptr, 100, f);

sscanf(ptr, "%d", &N);

В чем преимущество и мощность такого подхода?

* Мы знаем длину того, что мы прочитали;
* Рассмотрим следующую ситуацию: мы хотим прочитать какие-то данные, но не смогли из-за ошибки.

Используя такой подход, мы можем передать пользователю сообщение об ошибке и ту строчку, которую нам не удалось прочитать: ptr. С использованием fscanf-а это невозможно.

С помощью fscanf-а мы можем только узнать, сколько переменных было успешно прочитан. А именно: посмотреть на возвращаемое значение.

При таком подходе, осталась невысокая скорость работы, однако надежность есть.

## Ввод и вывод целых чисел.

В некоторых программах возникает необходимость ввода и вывода в поток (или в буфер) целочисленной информации. Для этого в С имеется две функции: getw() и putw().

### Использование функций getw() и putw().

Дополняющие друг друга функции getw() и putw() весьма похожи на функции getc() и putc(); отличие в том, что они работают с целыми числами, а не с символами. Функции getw() и putw() можно использовать только с файлами, открытыми в двоичном режиме. Следующая программа открывает файл в двоичном режиме, записывает в него десять целых чисел, закрывает файл, а затем заново открывает файл на считывание и распечатывает числа:

/\*Программа на С, использующая функции getw и putw с файлом,

открытом в двоичном режиме\*/

#include "stdafx.h"

#include "E:\LECTURE\AlgorithmProgramming\Universal\_HederFile.h"

void StopWait(void);

#define ISIZE 10

int main()

{

FILE \*pfi;

int ivalue,ivalues[ISIZE],i;

pfi = fopen("E:\\LECTURE\\AlgorithmProgramming\\integer.dat", "wb");

if (pfi = NULL)

{

printf("File could not be opened"); /\* Файл невозможно открыть \*/

exit(1);

for(i = 0; i < ISIZE; i++)

{

ivalues [i]=i- NULL ;

putw (ivalues [i] ,pfi) ;

}

fclose (pfi) ;

pfi=fopen("E:\\LECTURE\\AlgorithmProgramming\\integer.dat", "r+b");

if(pfi = NULL)

{

printf("File could not be re-opened"); /\* Файл невозможно открыть \*/

/\* заново \*/

exit(1);

}

while (!feof (pfi))

{

ivalue = getw(pfi);

printf("%3d",ivalue) ;

}

}

StopWait(); /\* Wait a little \*/

return (0);

}

Посмотрите на результат работы программы и определите, что неправильно:

1 2 3 4 5 6 7 8 9 10 -1

Поскольку целое значение, считываемое в последнем цикле, может иметь значение EOF, для проверки признака конца файла в программе используется функция feof(). Однако, эта функция не выполняет опережающего считывания, как делается в подобных функциях в некоторых других языках высокого уровня. В С для определения этого условия необходимо реально выполнить операцию считывания значения "конец файла".

Для того чтобы исправить эту ситуацию, программу нужно переписать, используя так называемый оператор предварительного считывания:

/\*Программа на С, использующая функции getw и putw с файлом,

открытом в двоичном режиме\*/

#include "stdafx.h"

#include "E:\LECTURE\AlgorithmProgramming\Universal\_HederFile.h"

void StopWait(void);

#define ISIZE 10

main()

{

FILE \*pfi;

int ivalue,ivalues[ISIZE],i;

pfi = fopen("E:\\LECTURE\\AlgorithmProgramming\\integer.dat ", "w+");

if (pfi == NULL)

{

printf("File could not be opened"); /\* Файл невозможно открыть \*/

exit(1) ;

}

for(i = 0; i < ISIZE; i++)

{

ivalues[i]=i+1;

putw(ivalues[i],pfi);

}

fclose (pfi);

pfi=fopen("E:\\LECTURE\\AlgorithmProgramming\\integer.dat ", "r+");

if(pfi == NULL)

{

printf("File could not be re-opened"); /\* Файл невозможно открыть \*/

/\* заново \*/

exit(1);

}

while(!feof(pfi))

{

ivalue=getw(pfi);

printf("%3d",ivalue);

}

StopWait(); /\* Wait a little \*/

return (0);

}

Перед тем как в программе начинается последний цикл while, выполняется предварительное считывание для того, чтобы определить, не пустой ли файл, и, если это так, то действующее целое значение запоминается в переменной ivalue. Однако, если файл пустой, то функция feof() распознает это, и цикл while не выполняется.

Обратите также внимание на то, что предварительное считывание вызывает перестановку операторов внутри цикла while. При входе в цикл переменная ivalue содержит действующее целое значение. Если бы операторы в цикле оставались теми же, что и в предыдущей программе, то сразу же выполнился бы второй вызов функции getw() и при этом было бы потеряно первое целое значение. Из-за наличия предварительного считывания первым оператором в цикле while должен быть оператор вывода, за которым следует вызов функции getw() для считывания следующего значения.

Предположим, что цикл while выполнился девять раз. К концу девятого прохода выполнилась эхо-печать целых чисел от 1 до 8 и переменной ivalue присвоено значение 9. При следующем проходе цикла печатается 9 и вводится значение 10. Поскольку значения 10 и EOF не совпадают, цикл повторяется снова, в результате чего печатается значение 10 и считывается EOF. В этот момент цикл прекращается, поскольку функция feof() распознает условие конца файла.

Два приведенных примера иллюстрируют необходимость в соблюдении осторожности при написании программ с функцией feof(). Это — специфическая программистская проблема, так как каждый язык высокого уровня может трактовать условие конца файла по-своему. В некоторых языках при считывании данных выполняется предварительный анализ возможного на следующем этапе условия конца файла; в других языках, таких как С, этого не происходит.

## Форматированный вывод.

Богатый ассортимент средств управления форматом вывода в С позволяет легко создавать печатные графики, отчеты или таблицы. Двумя основными функциями, выполняющими этот форматированный вывод, являются printf() и эквивалентная функция для файлов — fprintf(). Эти функции могут использовать любые символы преобразования, показанные в табл. 11.2. Спецификация формата имеет следующий вид:

%[флаги] [ширина] [.точность] [{h | 1 | L}]тип

Таблица 11.2. Символы преобразования для функций printf() и fprintf()

|  |  |  |
| --- | --- | --- |
| **ПОЛЕ “ТИП”** | | |
| **Сим-**  **вол** | **Тип** | **Формат вывода** |
| c | int или wint\_t | printf—означает однобайтный символ  wprintf—означает широкий символ |
| C | int или wint\_t | printf—означает широкий символ  wprintf—означает однобайтный символ |
| d | int | Десятичное целое зо знаком |
| e | double | Число со знаком в виде [-]d.ddd e [знак]ddd,где d-отдельная десятичная цифра, ddd-одна или несколько десятичных цифр, ddd-ровно четыре десятичные цифры и знак “+” или ”-” |
| E | double | То же что и “е”, за исключением того, что перед экспонентой стоит “E” |
| f | double | Число со знаком в виде [-]ddd.ddd, где d-одна или несколько десятичных цифр. Число цифр после десятичной точки зависит от точности |
| g | double | Число со знаком в формате ”f” или ”e”. Используется наиболее компактная форма. Отсутствуют нули в младших разрядах. Нет десятичной точки, если за ней отсутствуют цифры |
| G | double | То же что и “g”, за исключением того, что перед экспонентой стоит “G” |
| i | int | Десятичное целое со знаком |
| n | Указатель на целое | Количество символов, записанных в поток или буфер. Адрес буфера, определяемого целочисленным аргументом |
| o | Int | Восьмеричное число без знака |
| p | Указатель на void | Печатается адрес(определяемый аргументом) |
| s | строка | printf – определяет строку однобайтных символов  wprintf - определяет строку широких символов(печать в NULL или с максимальной точностью) |
| S | строка | printf – определяет строку широких символов  wprintf - определяет строку однобайтных символов (печать в NULL или с максимальной точностью) |
| u | строка | Десятичное целое без знака |
| x | int | Шестнадцатеричное целое без знака (используются символы нижнего регистра) |
| X | int | Шестнадцатеричное целое без знака (используются символы верхнего регистра) |

Таблица 11.2 Символы преобразования для функций printf() и fprintf() (продолжение)

|  |  |
| --- | --- |
| **Флаг** | **Значение** |
| **#** | Перед ненулевыми значениями ставиться 0, 0x, или 0X (по умолчанию пробелы отсутствуют) |
| **.** | Для форматов “e”, “E”, или “f” символ “#” указывает на наличие в выходном значении десятичной точки во всех случаях (по умолчанию точка появляется тогда, когда за ним следуют цифры) |
| **-** | Если число введенных символов оказывается меньше указанного, результаты выравниваются по левому краю поля вывода(по умолчанию принято правостороннее выравнивание |
| **+** | При вводе знаковых чисел знак отображается всегда(по умолчанию знак устанавливается только перед отрицательными числами) |
| **0** | Если значению поля ширина предшествует символ ‘0’, выводимое число дополняется ведущими нулями до минимальной ширины поля вывода(по умолчанию в качестве заполнителей применяются пробелы); при левостороннем выравнивании игнорируется |
| **пробел** | Если выводится положительное знаковое число, перед ним ставится пробел(по умолчанию пробел в таких случаях не ставится); игнорируется при наличии флага + |

Поле спецификации является символом или числом, которое задает опцию форматирования. Простейший случай — знак процента и тип: например, %f. Поле "тип" используется для того, чтобы определить, что аргумент должен интерпретироваться как символ, строка или число. Поле "флаги" используется для управления печатью знаков, пробелов, десятичных точек, основания системы счисления выходных значений и так далее. Поле "ширина" указывает минимальное число печатаемых символов. Поле "точность" указывает максимальное число символов, печатаемых при выводе. Символы h | l | L являются необязательными префиксами, определяющими размер аргумента.

### Использование функций printf() и fprintf().

Мы уже обсуждали функцию printf() довольно основательно. Подобно puts(), она использует указатель строки в качестве аргумента. Функция printf() менее удобна, чем puts(), но более гибка. Разница заключается в том, что printf() не выводит автоматически каждую строку текста с новой строки. Вы должны указать, что хотите выводить с новых строк. Так,

printf(" %s\n" , string);

дает то же самое, что и

puts(string);

Вы можете видеть, что первый оператор требует ввода большего числа символов и большего времени при выполнении на компьютере. С другой стороны, printf () позволяет легко объединять строки для печати их в одной строке. Например:

printf(" Хорошо, %s, %s\n", name, MSG);

объединяет " Хорошо" с именем пользователя и с символьной строкой MSG в одну строку.

Функции ввода-вывода fprintf() и fscanf() работают почти как printf() и scanf(), но им нужен дополнительный аргумент для ссылки на сам файл. Он является первым в списке аргументов. Вот пример, иллюстрирующий обращение к этим функциям:

/\* образец использования fprintf() и fscanf() \*/

#include <stdio.h>

void main()

{

FILE \*fi;

int age;

fi = fopen("sam.txt" , "r"); /\* считывание \*/

fscanf( fi, " %d", &age); /\* fi указывает на sam \*/

fclose(fi);

fi = fopen("data.txt" , "a"); /\* дополнение \*/

fprintf( fi, "sam is %d.\n", age); /\* fi указывает на data \*/

fclose(fi);

}

Заметим, что можно было использовать fi для двух различных файлов, потому что мы закрыли первый файл, прежде чем открыть второй.

В отличие от getc() и putc() эти две функции получают указатель типа FILE в качестве первого аргумента. Две другие, описанные ниже, получают его в качестве последнего аргумента.

В следующем примере описываются переменные четырех типов: символьная, массив символов, целочисленная и вещественная; затем показано, как для каждой переменной использовать соответствующие средства управления форматированием. Исходный текст программы подробно прокомментирован, и для максимальной простоты использована нумерация строк вывода, связывающая выводимое значение и оператор, обеспечивающий это значение:

/\*Программа на С, демонстрирующая развитые средства преобразования

и форматирования\*/

#include "stdafx.h"

#include "E:\LECTURE\AlgorithmProgramming\Universal\_HederFile.h"

void StopWait(void);

main()

{

char c = 'A',

psz1[] = "In making a living today many no ",

/\* Для того, чтобы жить, сегдня многие \*/

psz2[] = "longer leave any room for life.";

/\* не ыыходят из комнат в течение всей жизни. \*/

int iln = 0,

ivalue = 1234;

double dPi = 3.14159265;

/\* преобразования \*/

printf("\n[%2d] %c",++iln,c); /\*01\*//\* печать символа с \*/

printf("\n[%2d] %d",++iln,c); /\*02\*//\* печать ASCII-кода символа с \*/

printf("\n[%2d] %c",++iln,90); /\*03\*//\* печать символа с ASCII-кодом 90 \*/

printf("\n[%2d] %o",++iln,ivalue); /\*04\*//\* печать ivalue в восьмеричном виде \*/

printf("\n[%2d] %x",++iln,ivalue); /\*05\*//\* печать шестнадцатеричного числа буквами нижнего регистра \*/

printf("\n[%2d] %X",++iln,ivalue); /\*06\*//\* печать шестнадцатеричного числа буквами верхнего регистра \*/

/\* опции преобразования и форматирования \*/

printf("\n[%2d] %c",++iln,c); /\*07\*//\* минимальная ширина 1\*/

printf("\n[%2d] %5c",++iln,c); /\*08\*//\* минимальная ширина 5, выравнивание вправо \*/

printf("\n[%2d] %-5c",++iln,c); /\*09\*//\* минимальная ширина 5, выравнивание влево \*/

printf("\n[%2d] %s",++iln,psz1); /\*10\*//\* 33 не-null символа с автоматическим определением ширины \*/

printf("\n[%d] %s",++iln,psz2); /\*11\*//\* 31 не-null символ с автоматическим определением ширины \*/

printf("\n[%d] %5s",++iln,psz1); /\*12\*//\* минимальная ширина 5 переопределена, автоматическая — 33 \*/

printf("\n[%d] %38s",++iln,psz1);/\*13\*//\* минимальная ширина 38, выравнивание вправо \*/

printf("\n[%d] %-38s",++iln,psz2);/\*14\*//\* минимальная ширина 38, выравнивание влево \*/

printf("\n[%d] %d",++iln,ivalue);/\*15\*//\* ширина ivalue по умолчанию 4 \*/

printf("\n[%d] %+d",++iln,ivalue);/\*16\*//\* печать ivalue со знаком "+" \*/

printf("\n[%d] %3d",++iln,ivalue);/\*17\*//\* минимальная ширина 3 переопределена, автоматическая — 4 \*/

printf("\n[%d] %10d",++iln,ivalue);/\*18\*//\* минимальная ширина 10, выравнивание вправо \*/

printf ("\n[%d] %-10d",++iln,ivalue); /\*19\*//\* минимальная ширина 10, выравнивание влево \*/

printf ("\n[%d] %010d", ++iln, ivalue) ; /\*20\*//\* выравнивание влево с дополнением пробелов \*/

printf("\n[%d] %f",++iln,dPi); /\*21\*//\* использование количества цифр по умолчанию \*/

printf("\n[%d] %20f",++iln,dPi); /\*22\*//\* минимальная ширина 20, выравнивание вправо \*/

printf("\n[%d] %020f",++iln,dPi); /\*23\*//\* выравнивание вправо с ведущими нулями \*/

printf("\n[%d] %-20f",++iln,dPi); /\*24\*//\* минимальная ширина 20, выравнивание влево \*/

/\* дополнительная точность при форматировании \*/

printf("\n[%d] %19.19s",++iln,psz1); /\*25\*//\* минимальная ширина 19, печать всех 19 \*/

printf("\n[%d] %.2s",++iln,psz1); /\*26\*//\* печать первых 2-х символов \*/

printf("\n[%d] %19.2s",++iln,psz1); /\*27\*//\* печать 2-х символов, выравнивание вправо \*/

printf("\n[%d] %-19.2s",++iln,psz1); /\*28\*//\* печать 2-х символов, выравнивание влево \*/

printf("\n[%d] %\*.\*s",++iln,19,6,psz1); /\*29\*//\* использование аргументов printf \*/

printf("\n[%d] %10.8f",++iln,dPi); /\*30\*//\* ширина 10; 8 справа от '.' \*/

printf("\n[%d] %20.2f",++iln,dPi); /\*31\*//\* ширина 20; 2 до правой границы выравнивания \*/

printf("\n[%d] %-20.4f",++iln,dPi); /\*32\*//\* 4 десятичных позиций, выравнивание влево \*/

printf("\n[%d] %20.4f",++iln,dPi); /\*33\*//\* 4 десятичных позиций, выравнивание вправо \*/

printf("\n[%d] %20.2e",++iln,dPi); /\*34\*//\* ширина 20, экспоненциальное представление \*/

StopWait(); /\* Wait a little \*/

return (0);

}

Результат работы программы выглядит следующим образом:

![untitled](data:image/jpeg;base64,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)

Изучив приведенный пример, вы сможете легко форматировать выходные данные вашей программы и выбирать те комбинации, которые соответствуют типам данных вашего приложения.

## Использование функций fread и fwrite, fseek(), ftell() и rewind().

На самом деле не все файлы выглядят как текст. В файле могут быть записаны числовые данные.

size\_t fread(void \*ptr, size\_t size, size\_t nelts, FILE \*f);

void \*ptr - указатель на ту область памяти, в которую мы читаем;

size\_t size - размер элемента, который мы читаем;

size\_t nelts - максимальное количество элементов, которые можно записать;

FILE \*f - файл, из которого читаем;

size\_t fread() - сама функция возвращает количество элементов, которые удалось прочитать.

Есть парная функция:

size\_t fwrite(const void \*ptr, size\_t size, size\_t nelts, FILE \*F);

Аналогично fread эта функция возвращает количество элементов, которые удалось записать. Тут параметр nelts просто показывает, сколько элементов надо вывести.

Когда файл открывается для записи или чтения, с ним связывается структура FILE, определенная в заголовочном файле <stdio.h>. Эта структура связывает с каждым открытым файлом счетчик положения текущей записи. Сразу после открытия файла его значение равно 0. Каждая операция вызывает приращение значения этого счетчика на число записанных или прочитанных из файла байтов. Функции позиционирования — fseek(), ftell() и rewind() позволяют изменять или получать значение счетчика, связанного с файлом.

**Функция ftell()** возвращает текущее значение счетчика связанного с файлом. Она имеет следующий прототип:

long int ftell(FILE \*stream);

В случае ошибки она возвращает -1L.

**Функция fseek()** имеет следующий прототип:

int fseek(FILE \*stream, long offset,

int from);

Эта функция изменяет позиционирование файлового потока stream (изменяя значение указанного счетчика) на offset относительно позиции, определяемой параметром from. Для потоков в текстовом режиме параметр offset должен быть равен 0 или значению, возвращаемому функцией ftell(). Параметр from может принимать следующие значения:

SEEK\_SET (=0) начало файла;

SEEK\_CUR (=1) текущая позиция в файле;

SEEK\_END (=2) конец файла.

Функция возвращает 0, если указатель текущей позиции в файле успешно изменен, и отличное от нуля значение в противном случае.

**Функция rewind()** имеет следующий прототип:

void rewind(FILE \*stream);

Она устанавливает файловый указатель позиции в начало потока.

Рассмотрим пример, демонстрирующий работу этих функций:

#include <string.h>

#include <stdio.h>

using namespace std;

struct Client{

int Num;

char SurName[27];

char Name[21];

char SecName[21];

};

int main(void)

{

setlocale(LC\_ALL, "Rus");

FILE \*stream;

Client AClient, RClient;

long int pos;

//Открываем файл для вывода

if ((stream = fopen("SAMPLE.DAT", "wb")) == NULL){

printf("Cannot open output file.\n");

getchar(); getchar();

return 1;

}

AClient.Num = 1;

strcpy(AClient.SurName,"Petrov");

strcpy(AClient.Name, "Petr");

strcpy(AClient.SecName, "Petrovich");

//Запись структуры в файл

fwrite (&AClient, sizeof (AClient), 1, stream);

pos = ftell(stream);

//Выводим позицию файла и длину структуры

printf("The file pos = %d "

"structure length = %d\n", pos, sizeof(AClient));

//Репозиционируем файл

rewind(stream);

//Открываем файл для чтения

if ((stream = fopen("SAMPLE.DAT", "rb"))== NULL){

printf("Cannot open input file.\n");

getchar(); getchar();

return 2;

}

fread (&RClient, sizeof (RClient), 1, stream);

//Закрываем файл

fclose(stream);

printf("The structure contains:\n");

printf("Num = %d SurName = %s Name = %s"

"SecName = %s",

RClient.Num, RClient.SurName,

RClient.Name, RClient.SecName);

getchar(); getchar();

return 0;

}
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Этот пример представляет собой модификацию предыдущего примера. Здесь файл открывается лишь однажды, и после записи в него структуры на экран выводится значение указателя позиции и длины структуры. При выполнении программа выводит на экран:

The file pos = 76 structure length = 76

The structure contains:

Num = 1 SurName = Petrov Name = Petr

SecName = Petrovich

Функция fseek() позволяет нам обрабатывать файл подобно массиву и непосредственно достигать любого определенного байта в файле, открытом функцией fорen().

**fseek и ftell**

Для файлов, которые открыты на чтение есть полезные функции. Одна из них это:

int fseek(FILE \*f, long offset, int flag);

* FILE \*f - файл, в котором передвигаемся;
* long offset - количество байтов для отступа, отступ производится в соответствии с 3-м параметром;
* int flag - позиция, от которой будет совершен отступ; в стандартной библиотеке C для этого параметра определены 3 константы:

SEEK\_SET -- начало файла;

SEEK\_CUR -- текущас позиция;

SEEK\_END -- конец файла;

int fseek() -- сама функция возвращает ноль, если операция прошло успешно, иначе возвращается ненулевое значение.

Еще одна полезная функция может определить текущее положение в файле (который открыт для чтения):

long int ftell(FILE \*f);

Вот простой пример, показывающий, как она работает. Как и в наших предыдущих примеpax, функция использует аргумент командной строки для получения имени файла, с которым она работает. Заметим, что fseek() имеет три аргумента и возвращает значение типа int.

/\* использование fseek() для печати содержимого файла \*/

#include <stdio.h>

void main(int number,char \*names []) /\* не следует использовать argc и argv \*/

{

FILE \*fp;

long offset = 0L; /\* обратите внимание, что это тип long \*/

if ( number < 2)

puts ("I need a name of file as an argument");

else

{

if ((fp = fopen(names[1], "r")) == 0)

printf(" I can't open file %s.\n" , names[1]);

else

{

while( fseek(fp, offset++ , 0) == 0)

putchar(getc(fp) );

fclose(fp);

}

}

}
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Первый из трех аргументов функции fseek() является указателем типа FILE на файл, в котором ведется поиск. Файл следует открыть, используя функцию fopen().

Второй аргумент назван "offset" (вот почему мы выбрали данное имя для переменной). Этот аргумент сообщает, как далеко следует передвинуться от начальной точки (см. ниже); он должен иметь\* значение типа long, которое может быть положительным (движение вперед) или отрицательным (движение назад).

Третий аргумент является кодом, определяющим начальную точку:

**Код Положение в файле**

0 начало файла

1 текущая позиция

2 конец файла

Функция fseek() возвращает 0, если все хорошо, и -1, если есть ошибка, например попытка перемещаться за границы файла.

Теперь мы можем разъяснить наш маленький цикл:

while ( fseek(fp, offset ++ , 0) == 0)

putchar(getc(fp) );

Поскольку переменная offset инициализирована нулем, при первом прохождении через цикл мы имеем выражение

fseek(fp, 0L, 0)

означающее, что мы идем в файл, на который ссылается указатель fp, и находим байт, отстоящий на 0 байт от начала, т. е. первый байт. Затем функция putchar() печатает содержимое этого байта. При следующем прохождении через цикл переменная offset увеличивается до 1L, печатается следующий байт. По существу, переменная offset действует подобно индексу для элементов файла. Процесс продолжается до тех пор, пока offset не попытается попасть в fseek() после конца файла. В этом случае возвращает значение — 1 и цикл прекращается.

Этот последний пример чисто учебный. Нам не нужно использовать fseek(), потому что getc() так или иначе проходит через файл байт за байтом; fseek() приказала getc() «посмотреть» туда, куда она сама уже собиралась посмотреть.

Вот пример, в котором выполняется что-то несколько более необычное (Мы благодарим Вильяма Шекспира за этот пример в пьесе «Двенадцатая ночь»).

/\* чередование печати в прямом и обратном направлениях \*/

#include <stdio.h>

void main(int number,char \*names[] ) /\* вам не нужно применять argc и argv \*/

{

FILE \*fp;

long offset = 0L;

if ( number < 2)

puts(" Мне нужно имя файла в качестве аргумента.");

else

{

if ( (fp = fopen(names[1], "r")) ==0)

printf(" Я не могу открыть %s.\n", names[1]);

else

{

while ( fseek(fp, offset ++ , 0) == 0)

{

putchar(getc(fp));

if ( fseek(fp,-(offset + 3), 2) == 0)

putchar(getc(fp));

}

fclose(fp);

}

}

}
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Применение этой программы к файлу, содержащему имя «Мальволио», дает такой приятный результат:

МоаилльоввоьллиаоМ

Наша программа печатает первый символ файла, затем последний, затем второй, затем предшествующий последнему и т. д. Мы только добавили вот эти строки в последнюю программу:

if ( fseek(fp,-(offset + 3), 2) == 0)

putchar(getc(fp));

Код 2 в операторе предполагает, что мы будем считать позиции от конца файла. Знак минус означает счет в обратном направлении. + 3 стоит здесь потому, что мы начинаем с последнего регулярного символа файла и пропускаем несколько символов «новая строка» и EOF в самом конце файла. (Точное значение этой корректировки зависит от типа системы. Наши файлы имеют в конце по два символа новой строки, за которыми следуют два EOF, поэтому мы как раз их и обходим.)

Таким образом, эта часть программы чередует печать в обратном направлении и печать в прямом направлении. Следует заметить, что в некоторых системах может не предусматриваться код 2 для fseek().

Функции fseek(), ftell() и rewind() можно использовать для определения или изменения местоположения маркера файла. Функция fseek() смещает маркер файла, на который указывает pf, на число ibytes байтов либо относительно начала файла (ifrom=()), либо относительно текущего положения маркера (ifrom=1), либо относительно конца файла (ifrom=2). В С имеется три предопределенных константы, которые можно использовать вместо переменной ifrom: SEEK\_SET (смещение относительно начала файла), SEEK\_CUR (текущее положение маркера) и SEEK\_END (смещение относительно конца файла). Функция fseek() возвращает ноль, если операция была успешной, и EOF — в противном случае. В общем виде синтаксис функции fseek() следующий: fseek(pf, ibytes, ifrom) ;

Функция ftell() возвращает текущее положение маркера файла, на который указывает pf. Это положение представляет собой смещение в байтах от на-чала файла. Синтаксис функции ftell() следующий:

long\_variable=ftell(pf);

Значение, возвращаемое ftell(), можно использовать при последующем вызове функции fseek().

Функция rewind() просто устанавливает маркер файла, на который ссылается pf, в начало этого файла. Синтаксис функции rewind() выглядит следующим образом:

rewind(pf);

В следующей программе на С иллюстрируется использование функций fseek(), ftell() и rewind():

/\*Программа на С, иллюстрирующая использование функций fseek,

ftell и rewind\*/

#include "stdafx.h"

#include "E:\LECTURE\AlgorithmProgramming\TestProg\Universal\_HederFile.h"

void StopWait(void);

main()

{

FILE \*pf;

char c;

long llocation;

pf=fopen("E:\\LECTURE\\AlgorithmProgramming\\TestProg\\test.dat","r+");

c=fgetc(pf);

putchar(c);

c=fgetc(pf);

putchar(c);

llocation=ftell(pf);

c=fgetc(pf);

putchar(c);

fseek(pf,llocation,0);

c=fgetc(pf);

putchar(c);

fseek(pf,llocation,0);

fputc('E',pf);

fseek(pf,llocation,0);

c=fgetc(pf);

putchar(c);

rewind(pf);

c=fgetc(pf);

putchar(c);

StopWait(); /\* Wait a little \*/

return (0);

}

По определению переменная llocation имеет тип long. Это вызвано тем, что С поддерживает файлы длиннее, чем 64К. Входной файл TEST.DAT содержит строку "ABCD". После того как программа открывает этот файл, при первом обращении к функции fgetc() считывается символ "А", который затем печатается на дисплее. Следующая пара операторов считывает и печатает символ "В".

После вызова функции ftell() переменная llocation становится равной текущему положению маркера файла. Оно измеряется как смещение в байтах от начала файла. Поскольку символ "В" уже обработан, llocation содержит 2. Это означает, что маркер файла указывает на третий символ, который на 2 байта отстоит от первого символа — "А".

После этого другая пара операторов ввода/вывода считывает и печатает на дисплее символ "С". После выполнения этих операторов маркер файла смещен на 3 байта от начала файла и указывает на четвертый символ — "D".

В этой точке программы вызывается функция fseek(). Она должна сместить маркер на хранящееся в llocation число байт (то есть на 2 байта) относительно начала файла (поскольку третий параметр функции fseek() — ноль; это объяснялось выше). В результате этой операции маркер файла устанавливается на третий символ в файле. Переменной с опять присваивается значение символа "С", которое печатается во второй раз.

При повторном вызове функции fseek() используются те же параметры, что и при первом. Функция fseek() устанавливает маркер на третий символ —

"С" (смещение 2 байта от начала). Однако следующий оператор не читает символ "С" в третий раз, а записывает вместо него новый символ — "Е". Поскольку после этого маркер смещается за это новое значение, функция fseek() вызывается еще раз для того, чтобы проверить запись этого символа в файл.

Следующая пара операторов считывает новое значение, "Е", и печатает его на дисплее. После этого программа вызывает функцию rewind(), которая снова перемещает указатель pf к началу файла. Затем, когда вызывается функция fgetc(), считывается символ "А" и печатается на экране. Результат работы программы выглядит так:

АВССЕА

Эти же принципы, проиллюстрированные на простом примере, можно использовать для создания файла записей со свободным доступом. Пред положим, что для записи в файл персонала имеется следующая информация: номер социальной страховки, имя и адрес. Допустим, что для номера страховки выделено 11 символов в формате ddd-dd-dddd, а имя и адрес занимают дополнительно 60 символов (или байт). Тогда каждая запись будет иметь длину 11 + 60 = 71 байт.

Заполненными могут быть не все возможные последовательные записи в дисковом файле со свободным доступом; нужно, чтобы запись имела некий флаг, указывающий на использование данной дисковой записи. Для этого к записи нужно добавить еще один байт и 2 дополнительных байта для номера записи; длина записи для одного человека в итоге составит 74 байта. Отдельная запись может выглядеть следующим образом:

1 U111-22-3333Linda Lossannie, 521 Alan Street, Anywhere, USA

Запись номер 1 в файле будет занимать байты с нулевого по 73-й; запись 2 занимает байты с 74 по 147; запись 3 занимает байты с 148 по 221; и так далее. Если использовать номер записи в сочетании с функцией fseek(), то на диске можно найти любую запись. Например, для того чтобы найти начало записи 2, можно использовать следующие операторы:

loffset=(iwhich\_record - 1) \* sizeof(stA\_PERSON); fseek(pfi,loffset,0);

После того как маркер перемещен к началу выбранной записи, информация из этой записи может считываться или обновляться при помощи раз-личных функций ввода/вывода, подобных fread() и fwrite().

За исключением символов комментария /\* и \*/ и заголовочного файла stdio.h описанная программа может работать и в C++. Достаточно заменить символом // оба разделителя /\* и \*/ , а файл stdio.h заменить на iostream.h.

В заключение заметим, что библиотека стандартных функций ввода-вывода содержит много других, не рассмотренных здесь функций.

### Использование встроенного отладчика.

Попробуйте ввести следующую программу и после запроса на поиск 25-й записи распечатать значение переменной stcurrent\_person.irecordnum:

/\*Программа на С, обрабатывающая файл с произвольным доступом при

помощи функций fseek, fread и fwrite\*/

#include "stdafx.h"

#include "E:\LECTURE\AlgorithmProgramming\TestProg\Universal\_HederFile.h"

void StopWait(void);

#define iFIRST 1

#define iLAST 50

#define iSS\_SIZE 11

#define iDATA\_SIZE 60

#define cVACANT 'V'

#define cUSED 'U'

typedef struct strecord

{

int irecordnum;

char cavailable; /\* V - свободна, U - используется \*/

char csoc\_sec\_num[iSS\_SIZE];

char cdata[iDATA\_SIZE ];

} stA\_PERSON;

main()

{

FILE \*pfi;

stA\_PERSON stcurrent\_person;

int i,iwhich\_record;

long int loffset;

pfi=fopen("E:\\LECTURE\\AlgorithmProgramming\\TestProg\\sample.fil","r+");

for(i = iFIRST; i <= iLAST; i++)

{

stcurrent\_person.cavailable=cVACANT;

stcurrent\_person.irecordnum=i;

fwrite(&stcurrent\_person,sizeof(stA\_PERSON),1,pfi);

}

/\* Пожалуйста, введите номер записи для поиска \*/

printf("Please enter the record you would like to find.");

/\* "Возможны значения от 1 до 50:" \*/

printf("\nYour response must be between 1 and 50: ");

scanf("%d",&iwhich\_record);

loffset=(iwhich\_record - 1) \* sizeof(stA\_PERSON);

fseek(pfi,loffset,0);

fread(&stcurrent\_person,sizeof(stA\_PERSON),1,pfi);

fclose (pfi) ;

StopWait(); /\* Wait a little \*/

return (0);

}

Ключевое слово typedef определяет stA\_PERSON как структуру, имеющую следующие поля: 2-байтный номер записи irecordnum, однобайтный символьный флаг доступности записи cavailable, 11-байтный массив символов для хранения номера страховки csoc\_sec\_num и 60-байтное поле данных cdata. В результате общий размер структуры равен 2 + 1 + 11 + 60 = 74 байтам.

После того как программа открыла текстовый файл в режиме "считывание/запись", она создает и запоминает 50 записей, каждая из которых имеет уникальный номер irecordnum; все записи помечены как "свободные" — cVACANT. Для выполнения оператора fwrite() нужно знать адрес записываемой структуры, размер в байтах записываемой информации, количество выводимых блоков и указатель на файл вывода. После всего этого программа запрашивает у пользователя номер записи, которую он хочет найти.

Поиск записи осуществляется в два этапа. Во-первых, нужно вычислить смещение относительно начала файла. Например, первая запись запоминается в байтах с нулевого по 73-й, вторая — с 74 по 148 и так далее. После вычитания единицы из номера записи, введенного пользователем, программа умножает это значение на число байтов, занимаемых каждой структурой и определяет значение смещения loffset. Например, для нахождения второй записи выполняются следующие вычисления: (2-1) х 74. В результате получается, что вторая запись начинается со смещением 74. После вычисления этого значения выполняется вызов функции fseek(), которая перемещает маркер файла на loffset байт.

Пока выполняется трассировка программы при поиске записей от 1 до 10, все идет нормально. Однако, что происходит, когда вы просите найти одиннадцатую запись? Получается "мусор". Причина этого кроется в том, что программа открыла файл в текстовом режиме. Записи с 1 по 9 точно равны 74 байтам, однако записи с 10-й и далее имеют длину 75 байт. Следовательно, десятая запись имеет соответственно вычисленное смещение loffset, однако в файле занимает на один байт больше. Поэтому одиннадцатая запись начинается с адреса, полученного в результате следующего мо-дифицированного выражения:

loffset=((iwhich\_record - 1) \* sizeof(stA\_PERSON)) + 1;

Однако эти вычисления не будут работать с первыми девятью записями. Решение проблемы — открыть файл в двоичном режиме:

pfi=fopen("А:\\sample.fil","r+b");

В текстовом режиме любое число из двух цифр трактуется как два отдельных символа, в результате чего записи с номерами из двух цифр удлиняются на 1. В двоичном режиме целое значение номера записи интерпретируется правильно. Нужно обращать внимание на режим открываемого для ввода/вывода файла.

## Форматированный ввод.

В программах на С форматированный ввод обеспечивают весьма гибкие функции scanf() и fscanf(). Главное отличие между ними заключается в том, что для последней функции необходимо явно указывать входной файл, из которого считываются данные. В табл. 11.3 перечислены все возможные управляющие символы, которые можно использовать с функция-ми scanf(), fscanf() и sscanf().

Таблица 11.3. Управляющие символы для функций scanf(), fscanf() и sscanf()

|  |  |  |  |
| --- | --- | --- | --- |
| **Символ** | **Представление** | **Пример ввода** | **Тип принимающего адресного параметра** |
| c | Символ | W | char |
| s | Строка | William | char |
| d | int | 23 | int |
| hd | short | -99 | short |
| id | long | 123456 | long |
| o | octat | 1727 | int |
| ho | short восьмеричное | 1727 | short |
| io | long восьмеричное | 1727 | long |
| x | шестнадцатеричное | 265 | int |
| hx | short шестнадцатеричное | 265 | short |
| tx | long шестнадцатеричное | 265 | long |
| e | float как float | 3.14159e+03 | float |
| f | То же, что “e” |  | double |
| ie | float как double | 3.14159e+03 | double |
| if | То же, что “ie” |  |  |
| [A-Za-z] | Строки из одних символов | Test string | char |
| [0-9] | Строки из одних цифр | 098231345 | char |

## Использование функций scanf(), fscanf() и sscanf().

Все три функции, scanf(), fscanf() и sscanf(), можно использовать для ввода чрезвычайно сложных данных. Взгляните, например, на следующий оператор:

scanf("%2d%5s%4f",&ivalue,psz,&fvalue);

Этот оператор вводит целое число из двух цифр, строку из пяти символов и вещественное число, занимающее максимально четыре позиции (2.97, 12.5 и так далее). Сможете ли вы определить, что выполняет следующий оператор:

scanf ("%\*[ \t\n] \"%[^A-Za-z] %[^\"] \"",ps1,ps2);

Вначале оператор считывает, но не запоминает любой пустой символ (пробел). Это выполняется при помощи следующей спецификации форма-та: "%\*[ \t\n]". Символ (\*) указывает функции, что она должна получить указанные данные, но не запоминать их ни в одной переменной. Если во входной строке содержатся только символы пробела, табуляции или перевода строки, то функция scanf() продолжает считывание до тех пор, пока не встретит двойную кавычку ("). Для этого используется спецификатор формата \", который указывает на то, что введенное значение должно совпадать с заданным символом. Символ двойной кавычки, однако, не вводится. огда функция scanf() обнаружила двойную кавычку, она получает указание вводить все символы, являющиеся цифрами, в переменную ps1. Для этого в спецификации формата %[^A-Za-z] используется модификатор — знак вставки (^), который указывает на то, что можно вводить любые символы, за исключением заглавных букв от "А" до "Z" и строчных букв от "а" до "z". Если бы знака вставки не было, то строка должна была бы содержать только буквенные символы. Знак тире между двумя символами "А" и "Z" и "а" и "z" говорит о том, что нужно рассматривать весь диапазон значений.

Мы уже использовали ранее функцию scanf() и формат %s для считывания строки. Основное различие между scanf() и gets() заключается в том, как они определяют, что достигли конца строки; scanf () предназначена скорее для получения слова, а не строки. Функция gets (), как мы уже видели, принимает все символы до тех пор, пока не встретит первый символ «новая строка». Функция scanf () имеет два варианта. Для любого из них строка начинается с первого встретившегося непустого символа. Если вы используете формат %s, строка продолжается до (но не включая) следующего пустого символа (пробел, табуляция или новая строка). Если вы определяете размер поля как %10s, то функция scanf() считает не более 10 символов или же считает до любого пришедшего первым пустого символа.

Функция scanf () возвращает целое значение, равное числу считанных символов, если ввод прошел успешно, или символ EOF, если он встретился.

/\* scanf () и подсчет количества \*/

#include <stdio.h>

void main ()

{

static char name1[40], name2[11];

int count;

printf(" Введите, пожалуйста, 2 имени.\n");

count = scanf(" %s %10s", name1, name2);

printf(" Я считал %d имен %s и %s.\n", count, name1, name2);

}
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Вот два примера работы программы:

Введите, пожалуйста, два имени.

Джессика Джукс

Я считал 2 имени Джессика и Джукс.

Введите, пожалуйста, 2 имени.

Лиза Апплеботтхэм

Я считал 2 имени Лиза и Апплеботтх.

Во втором примере были считаны только первые 10 символов от Апплеботтхэм, так как мы использовали формат %10s.

Если вы получаете только текст с клавиатуры, лучше применять функцию gets(). Она проще в использовании, быстрее и более компактна. Функция scanf () предназначена в основном для ввода смеси типов данных в некоторой стандартной форме. Например, если каждая вводимая строка содержит наименование инструмента, количество его на складе и стоимость каждого инструмента, вы можете использовать функцию scanf () или можете создать свою собственную функцию, которая выполняет проверку некоторых ошибок при вводе.

Следующая спецификация формата, %[^\"], сообщает функции ввода, что необходимо читать все оставшиеся символы, исключая двойные кавычки, в переменную ps2. Последняя спецификация, \", указывает на то, что строка должна закончиться двойной кавычкой. Одни и те же символы форматирования ввода можно использовать с функциями fscanf() и sscanf(). Различие между функциями scanf() и fscanf() заключается лишь в том, что для последней необходимо указывать файл ввода. Функция sscanf() аналогична scanf(), за исключением того, что она читает данные из массива, а не из файла.

Следующий пример показывает, как можно использовать функцию sscanf() для преобразования строки (состоящей из цифр) в целое число. Если ivalue имеет тип int, a psz является массивом типа char, содержащим строку цифр, то при помощи следующего оператора можно преобразовать строку psz в тип int и запомнить его в переменной ivalue:

sscanf(psz,"%d",&ivalue);

Очень часто функции gets() и sscanf() используются совместно, так как функция gets() читает целую входную строку, а функция sscanf(0 просматривает строку и преобразует ее согласно спецификациям формата.

Часто при работе с функцией scanf(), если программисты пытаются использовать ее в сочетании с другими функциями символьного ввода, такими как getc(), getch(), getchar(), gets() и так далее, возникает одна проблема. Типичная последовательность действий выглядит так: функция scanf() используется для ввода символов и преобразования их в данные других типов. Затем используется какая-нибудь функция символьного ввода, например, getch(), и оказывается, что она работает не так как ожидалось. Это происходит потому, что иногда функция scanf() считывает не все предназначенные для ввода данные, а оставшиеся (не введенные) данные ошибочно считываются другими функциями ввода (в том числе и следующей функцией scanf()). Если вы используете функцию scanf() в программе, то в целях безопасности не используйте в той же программе другие функции ввода.

## Распределение памяти: malloc() и calloc().

Ваша программа должна предоставить достаточный объем памяти для запоминания используемых данных. Некоторые из этих ячеек памяти распределяются автоматически. Например, мы можем объявить

char place [] = " Залив Свиной печенки" ;

и будет выделена память, достаточная для запоминания этой строки.

Или мы можем быть более конкретны и запросить определенный объем памяти:

int plates[100];

Это описание выделяет 100 ячеек памяти, каждая из которых предназначена для запоминания целого значения.

Язык Си не останавливается на этом. Он позволяет вам распределять дополнительную память во время работы программы. Предположим, например, вы пишете диалоговую программу и не знаете заранее, сколько данных вам придется вводить. Можно выделить нужный вам (как вы считаете) объем памяти, а затем, если понадобится, потребовать еще. Ниже дан пример, в котором используется функция malloc(), чтобы сделать именно это. Кроме того, обратите внимание на то, как такая программа применяет указатели.

/\* добавляет память, если необходимо \*/

#include <stdio.h>

#define STOP /\* сигнал прекращения ввода \*/

#define BLOCK 100 /\* байты памяти \*/

#define LIM 40 /\* предельная длина вводимой строки \*/

#define MAX 50 /\* максимальное число вводимых строк \*/

#define DRAMA 20000 /\* большая задержка времени \*/

main()

{

char store[BLOCK]; /\* исходный блок памяти \*/

char symph[LIM]; /\* приемник вводимых строк \*/

char \*end; /\* указывает на конец памяти \*/

char \*starts[MAX]; /\* указывает на начала строк \*/

int index = 0; /\* количество вводимых строк \*/

int count; /\* счетчик \*/

char \*malloc(); /\* распределитель памяти \*/

starts [0] = store;

end = starts [0] + BLOCK - 1;

puts(" Назовите несколько симфонических оркестров." );

puts(" Вводите по одному: нажмите клавишу [ввод] в начале");

puts(" строки для завершения вашего списка. Хорошо, я готова.");

while( strcmp(fgets(symph,LIM, stdin), STOP) != 0 && index < MAX)

{

if ( strlen(symph) > end - starts [index])

{ /\* действия при недостатке памяти для запоминания вводимых данных\*/

puts(" Подождите секунду. Я попробую найти дополнительную память.");

starts [index] = malloc(BLOCK);

end = starts [index] + BLOCK - 1;

for( count = 0; count < DRAMA; count++ );

puts(" Нашла немного!" );

}

strcpy(starts[index], symph);

starts [index + 1] = starts [index] + strlen(symph) + 1;

if (++index < MAX)

printf("Это %d. Продолжайте, если хотите\n", index);

}

puts(" Хорошо, вот что я получила:");

for( count = 0; count < index; count++)

puts(starts [count]);

}

Вот образец работы программы:

Назовите несколько симфонических оркестров.

Вводите их по одному; нажмите клавишу [ввод] в начале

строки для завершения вашего списка. Хорошо, я готова.

**Сан-францисский симфонический**

Это 1. Продолжайте, если хотите.

**Чикагский симфонический**

Это 2. Продолжайте, если хотите.

**Берлинский филармонический**

Это 3. Продолжайте, если хотите.

**Московский камерный**

Это 4. Продолжайте, если хотите.

**Лондонский симфонический**

Это 5. Продолжайте, если хотите.

**Венский филармонический**

Подождите секунду. Я попробую найти дополнительную память

Нашла немного!

Это 6. Продолжайте, если хотите.

**Питтсбургский симфонический**

Это 7. Продолжайте, если хотите.

Хорошо, вот что я получила:

Сан-францисский симфонический

Чикагский симфонический

Берлинский филармонический

Московский камерный

Лондонский симфонический

Венский филармонический

Питтсбургский симфонический

Сначала давайте посмотрим, что делает функция malloc(). Она берет аргумент в виде целого без знака, которое представляет количество требуемых байтов памяти. Так, malloc(BLOCK) требует 100 байт. Функция возвращает указатель на тип char в начало нового блока памяти. Мы использовали описание

char \*malloc();

чтобы предупредить компилятор, что malloc() возвращает указатель на тип char. Поэтому мы присвоили значение этого указателя элементу массива starts [index] при помощи оператора

starts[index] = malloc(BLOCK);

Хорошо, давайте теперь рассмотрим проект программы, заключающийся в том, чтобы запомнить все исходные строки подряд в большом массиве store. Мы хотим использовать starts[0] для ссылки на начало первой строки, starts[1] — второй строки и т. д. На промежуточном этапе программа вводит строку в массив symph. Мы использовали fgets() вместо gets(), чтобы ограничить входную строку длиной массива symph.
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Прежде чем копировать symph в store, мы должны проверить, достаточно ли для нее оставшегося места. Указатель end ссылается на конец памяти, а текущее значение starts[index] ссылается на начало неиспользованной памяти. Таким образом, мы можем сравнить разницу между этими двумя указателями с длиной symph и определить, достаточно ли осталось памяти.

Если места недостаточно, вызываем malloc(), чтобы подготовить дополнительную память. Мы устанавливаем starts[index] на начало нового блока памяти, a end — на конец нового блока. Заметим, что у нас нет имени этой новой памяти. Она не является, например, расширением store. У нас есть только обозначения указателей, ссылающихся на новую область памяти.

Когда программа работает, на каждую новую строку ссылается элемент массива указателей starts. Некоторые строки находятся в Store, другие — в одной или нескольких новых областях памяти.

Но пока у нас есть указатели, мы можем работать со строками, как показывает нам часть программы, выполняющая вывод на печать.

Таким образом, используется malloc(). Но предположим, что вы хотите работать с памятью типа int, а не char. Можете и здесь использовать malloc(). Вот как это делается:

char \*malloc(); /\* по-прежнему описываем как указатель на char \*/

int \*newmem;

newmem = (int \*) malloc (100); /\* используем операцию приведения типа \*/

Снова требуется 100 байт. Операция приведения типа преобразует значение, возвращенное указателем на тип char, в указатель на тип int. Если, как в нашей системе, int занимает два байта памяти, это значит, что newmem + 1 будет увеличивать указатель на два байта, т. е. передвигать его к следующему целому. Это также означает, что 100 байт можно использовать для запоминания 50 целых чисел.

Другую возможность распределения памяти дает нам применение функции calloc():

char \*calloc();

long \* newmem;

newmem = (long \*) calloc(100, sizeof(long));

Подобно malloc() функция calloc() возвращает указатель на char. Нужно использовать оператор приведения типа, если вы хотите запомнить другой тип. Эта новая функция имеет два аргумента, и оба они должны быть целыми без знака. Первый аргумент содержит количество требуемых ячеек памяти. Второй аргумент — размер каждой ячейки в байтах. В нашем случае long использует четыре байта, поэтому оператор выделит 100 четырехбайтных элементов, используя в целом 400 байтов памяти.

Применяя sizeof (long) вместо 4, мы сделали эту программу более мобильной. Она будет работать на системах, где long имеет размер, отличный от четырех.

Функция calloc() имеет еще одну особенность; она обнуляет содержимое всего блока.

Ваша библиотека языка Си, вероятно, предоставляет несколько других функций управления памятью, и вы можете захотеть проверить их.

## Другие библиотечные функции.

Большинство библиотек будут выполнять и ряд дополнительных функций в тех случаях, которые мы рассмотрели. Кроме функций, распределяющих память, есть функции, освобождающие память после работы с нею. Могут быть другие функции, работающие со строками, например такие, которые ищут в строке определенный символ или сочетание символов.

Некоторые функции, работающие с файлами, включают ореn(), close(), create(), fseek(), read() и write(). Они выполняют почти те же самые задачи, что и функции, которые мы обсудили, но на более фундаментальном уровне. Действительно, функции, подобные fopen(), обычно пишутся с применением этих более общих функций. Они немного более трудны в использовании, но могут работать с двоичными файлами так же, как и с текстовыми.

Ваша система может иметь библиотеку математических функций. Обычно такая библиотека будет содержать функции квадратного корня, степенные, экспоненциальные, различные тригонометрические функции и функцию получения случайных чисел.

Вам нужно время, чтобы освоить то, что предлагает ваша система. Если у нее нет того, что вам нужно, создайте свои собственные функции. Это часть языка Си. Если вы полагаете, что можете улучшить работу, скажем, функции ввода, сделайте это! А когда вы усовершенствуете и отшлифуете свои методы программирования, вы перейдете от обычного языка Си к блестящему языку Си.

**Что вы должны были узнать.**

* Что такое библиотека языка Си и как ее использовать.
* Как открывать и закрывать текстовые файлы: fopen() и fclose()
* Что такое тип FILE
* Как читать из файла и записывать в файл: getc(), putc(),
* fgets(), fputs(), fscanf(), fprintf()
* Как проверять классы символов: isdigit(), isalpha() и т. д.
* Как превращать строки в числа: atoi() и atof()
* Как осуществлять быстрый выход: ехit()
* Как распределять память: malloc(), calloc()

**Вопросы и ответы.**

**Вопросы.**

1. Что неправильно в этой программе?

main()

{

int \*fp;

int k;

fp = fopen(" желе" );

for (k = 0; k < 30; k++ )

fputs(fp, " Нанетта ест желе.");

fclose(" желе");

}

1. Что будет делать следующая программа?

#include <stdio.h>

#include <ctype.h>

main(argc, argv)

int argc;

char \*argv[];

{

int ch;

FILE \*fp;

if ( (fp = fopen(rag[1], " r")) == NULL)

exit(1);

while ( (ch = getc(fp)) != EOF)

if( isdigit(ch) )

putchar(ch);

fclose (fp);

}

1. Все ли правильно в выражении isalpha(c[i]), где с является массивом типа char? Что можно сказать о isalpha(c[i++])?
2. Используйте функции классификации символов для подготовки выполнения atoi().
3. Как вы могли бы распределить память для размещения массива структур?

**Ответы.**

1. Должна быть директива #include <stdio.h> для определения ее файлов. Следует описать указатель fp файла: FILE \*fp; функция fopen() должна иметь вид: fopen ("желе" , "w"), или, может быть, включать "а" . Порядок аргументов в fputs() должен быть обратным. Функция fclose() требует указателя файла, а не имени файла: fclose(fp).
2. Она будет открывать файл, заданный как аргумент командной строки, и выводить на печать все цифры в файле. Программа должна проверять (но не делает этого), не аргумент ли это командной строки.
3. Первое выражение правильно, так как c[i] имеет значение типа char. Второе выражение не выводит компьютер из строя, но может давать непредсказуемый результат. Причина в том, что isalpha() является макроопределением, у которого, по всей вероятности, аргумент появляется дважды в определяющем выражении (проверка на принадлежность к регистру строчных букв, а затем — прописных букв) и это дает в результате два увеличения i. Лучше всего избегать использования оператора увеличения в аргументе макрофункции.

#include < stdio.h>

#include < ctype.h>

#define issign(c) ( ((c) == '-' || (c) == '+') ? (1) : (0) )

atoi(s);

char \*s;

{

int i = 0;

int n, sign;

while ( isspace(s[i] ) )

i++ ; /\* пропуск пустого символа \*/

sign = 1;

if (issign(s[i]) ) /\* установка необязательного знака \*/

sign = (s[i++ ] == '+') ? 1 : -1;

for (n = 0; isdigit(s[i] ); i++ )

n = 10\*n + s[i] - '0';

return( sign \* n);

}

1. Предположим, что wine является именем структуры. Эти операторы, надлежащим образом расположенные в программе, будут выполнять данную работу.

struct wine \*ptrwine;

char \*calloc();

ptrwine = (struct wine \*) calloc (100, sizeof (struct wine));

**Упражнения.**

1. Напишите программу копирования файла, которая использует имена исходного файла и копируемого файла как аргументы командной строки.
2. Напишите программу, которая будет принимать все файлы, заданные рядом аргументов командной строки, и печатать их один за другим. Используйте argc для создания цикла.
3. Модифицируйте вашу программу инвентаризации книг так, чтобы информация, которую вы вводите, добавлялась в файл, названный my books.
4. Используйте gets( ) и atoi( ) для создания функции, эквивалентной нашей getint().
5. Перепишите нашу программу, считающую слова, используя макроопределения ctype.h и аргумент командной строки для обработки файла.

**Что вы должны были узнать.**

* Как объявить строку символов: static char fun[] и т. д.
* Как инициализировать строку символов: static char \*p0 = "0!"
* Как использовать gets () и puts ()
* Как использовать strlen(), strcmp (), strcpy() и strcat ()
* Как использовать аргументы командной строки.
* В чем сходство и различие описателей char \*bliss и char bliss []
* Как создать строковую константу: «используя кавычки».

**Вопросы и ответы.**

**Вопросы.**

1. Что неправильно в этой попытке описания символьной строки?

main ()

{

char name[] = {'F', 'e', 's', 's'};

1. Что напечатает эта программа?

#include <stdio.h>

main ()

{

static char note[] = " До встречи в буфете.”

char \*ptr,

ptr = note;

puts(ptr);

puts(++ptr);

note[7] = '\0';

puts(note);

puts(++ptr);

}

1. Что напечатает эта программа?

main ()

{

static char food[] = "Йумми";

char \*ptr;

ptr = food + strlen(food);

while( -- ptr >= food)

puts(ptr);

}

1. Что напечатает нижеследующая программа?

main ()

{

static char goldwyn[28] = "аз я считываю"

static char samuel[40] = “Каждый p" ;

char \*quote = " часть строки.";

strcat(goldwyn, quote);

strcat(samuel, goldwyn);

puts(samuel);

}

1. Создайте функцию, которая использует указатель строки в качестве аргумента и возвращает указатель, ссылающийся на первый пробел в строке в указанном месте или после него. Если она не находит ни одного пробела, то пусть возвращает NULL-указатель.

**Ответы.**

1. Класс памяти должен быть extern или static; инициализация должна включать символ ' \0'.
2. До встречи в буфете.

о встречи в буфете.

До вст

вст

1. и

ми

мми

умми

Йумми

1. Каждый раз я считываю часть строки

char \*strblk(string)

char \*string;

{

while(\*string != ' ' && \*string != '\0')

string++ ; /\* останавливается на первом пробеле или нуль-символе \*/

if(\*string = = '\0')

return(NULL); /\* NULL = 0 \*/

else

return(string);

}

**Упражнения.**

1. Создайте функцию, которая считывает очередные n символов при вводе, включая символы пробелов, табуляции и новой строки.
2. Модифицируйте последнюю функцию таким образом, чтобы она останавливалась после ввода n символов или после первого символа пробела, табуляции или новой строки независимо от того, какой из них идет первым [только не используйте функцию scanf ()].
3. Создайте функцию, которая считывает очередное слово при вводе, определите слово как последовательность символов, не включающую символы пробела, табуляции или новой строки
4. Создайте функцию, которая ищет первое появление определенного символа в определенной строке. Функция должна возвращать указатель, ссылающийся на этот символ, в случае успешного поиска или NULL, если символ в строке не найден.